**DATA SCIENCE USING PYTHON**

**MODULE1:**

**CORE & ADVANCE PYTHON**

**Data Types in Python**

* **Numbers**
  + Integer
  + Float
  + Complex
* **String**
* **Tuple**
* **Lists**
* **Dictionaries**
* **Sets**

***NUMBER DATA TYPE EXPLAINED***

Examples of Number Data Types

X=10 *#Example of integer*Y=12.7 *#Example of floating point number*

Z=2+3j #Example of complex number

**Arithmetic Operations on Numbers:**

Arithmetic Operators such as -

Addition, Subtraction, Multiplication, Exponent, Division, Floor Division, and Modulus explained with examples.

print(10+5) print(10-5) print(10\*5) print(10\*\*2) print(10/5) print(12//5) print(14%6)

**Comparison Operators**:

Comparison Operators such as ==,</LT,<=/LE,>/GT,>=/GE,NE/!= explained with examples.

x=10  
y=15  
print(x==y)   
print(x<y)   
print(x<=y)   
print(x>y)

print(x>=y)   
print(x!=y)

**Assignment Operations**:

Assignment Operator '='isexplained with examples.

Total=200  
Region='North'

Multiple Assignment Example1

x=y=z=150  
print(x)  
print(y)  
print(z)

Multiple Assignment Example2

x,y=100,200  
print(x)  
print(y)

**Logical Operators:**

Logical Operators such as AND, OR, NOTisexplained with examples.

print (1>4 and 5>4)

print (1>4 or 5>4)

print (not(4>5))

***STRING DATA TYPE EXPLAINED***

Str1="satyamev jayte"

print (Str1)

str1="shramamev jayte" print (str1)

**Operations on Strings**

**1. The Subscript Operator - Used to access the elements of string**

**2. Slicing for Substrings - Used to access the elements of string**

print(str1[2:6])   
print(str1[2:])   
print(str1[:5])   
print(str1[:])

**3. String Methods - COUNT, FIND**

str2="The Avengers"  
print(str1.count('T'))   
print(str1.count('e'))  
str3="peace begins with a smile"  
print(str3.find('with'))

**4. String Case Methods - UPPER, LOWER, CAPITALIZE, TITLE, SWAPCASE**

str4="manoj jangra"  
print(str4.upper())  
print(str4.lower())  
print(str4.capitalize())

print(str4.title

print(str4.swapcase())

**5. String Strip Methods**

str5="manoj jangram"  
print(str5.rstrip("m"))  
str5="manoj jangra#"  
print(str4.rstrip('#'))  
str5=' manoj kumar '  
print(str5.rstrip())

**6. String Split Methods**

str6='27-12-2009'  
print(str6.split('-',1)) #1st part split  
print(str6.split('-',2)) #1st, 2nd part split  
print(str6.split('-',3)) #1st, 2nd part & 3rd part split  
str7="mohit raj"  
print(str7.split())

**7. String Justify Methods - LJUST, RJUST, CENTER, ZFILL, REPLACE, JOIN**

print(str7.ljust(15,'@')) #Left justify  
print(str7.rjust(15,'#')) #Right justify  
print(str7.center(16,'\*')) #Centrally justified  
account\_no='1810037305'  
print(account\_no.zfill(20)) #Filling a string with characters  
str8="manoj kumar"  
print(str8.replace("kumar","jangra"))#Repacing a part of string with other part  
name=['mohit','raj']  
print(" ".join(name))#Joining parts of strings

***TUPLE DATA TYPE EXPLAINED***

tup1=()

Tup2=(2,1,3,”manoj”,10,”hina”)

**Indexing Tuple**

Print(tup2[0])

Print(tup2[2])

**Slicing of tuple**

Print(tup2[2,5])

Print(tup2[2:])

Print(tup2[:5])

Print(tup2[-3,-2])

**Unpacking the items of tuples**

tup3=(1,2,3)

A,b,c=tup3

Print(a,b,c)

**Tuple functions – len(), max(), min()**

Print(len(tup3)): 3

Print(max(tup3)): 3

Print(min(tup3)):1

**Operations on tuples**

**(+) – Addition operator**

Print(tup3+tup4)

**(\*) – Multiplication operator**

Print(tup\*3): 1,2,3,1,2,3,1,2,3

***LIST DATA TYPE EXPLAINED***

**Creating a list**

Lis1=[] #List with null values

Print(lis1)

**Creating a list with values**

Lis2=[‘banana’,’mango’,’apple’,’carrot’]

Print(lis2)

**Unpacking list values**

Lis3=[2,3,5]

X,Y,Z=Lis3

Print(X,Y,Z)

List operations

Print(lis3[0])

Print(lis3[3])

**Slicing of List**

Print(lis3[2,6])

Print(lis3[2:])

Print(lis[:4])

Print(lis3[1:13:3])

**Updating the list**

Avengers=[‘thor’,’hulk’,’captain’]

Avengers=[2]

Avengers[2]=’captain-america’

**Deleting values from a list**

del list1[1]  
*print(list1)*del list1[2:5]  
*print(list1)*del list1  
*print(list1)*

**List Operations**

**Addition of Python lists**

veg\_list=['carrot','ladyfinger','reddish']  
fru\_list=['mango','banana']  
fin\_list=veg\_list+fru\_list

print(fin\_list)

**Multiplication of lists**

av=['vision','sam']  
av\_double=av\*2  
print(av\_double)

**List functions**

**len()** –

print(len(fin\_list))

**max ()** –

print(fin\_list)

**min()** –

print(fin\_list)

**sorted () –**

tup1=(1,4,3)  
tup\_2\_list=list(tup1)  
print(tup\_2\_list)  
print(sorted(tup\_2\_list))

**List methods**

**append () –**

veg\_list.append('spinach')  
veg\_list.append('corriendor')  
print(veg\_list)

**extend() –**

lis1=[10,20,40,30]

lis2=[40,60]

lis1.extend(lis2)

print(lis1)

**count () –**

print(lis1.count(10))

**index () –**

print(lis1.index(20))

**insert()-**

veg\_list.insert(0,'zeera')  
print(veg\_list)

**remove() –**

veg\_list.remove('carrot')  
print(veg\_list)

**reverse() –**

veg\_list.reverse()  
print(veg\_list)

***DICTIONARY DATA TYPE EXPLAINED***

Empty\_dic={}

best\_team={'australia':'bradman','india':'shrikant','shrilanka':'jaisurya'}  
print(best\_team)

**Operations on the dictionary**

*Accessing the values of dictionary*

print(best\_team['shrilanka']

*Deleting an item from the dictionary*

del best\_team['india']  
print(best\_team)

*Updating the values of the dictionary*

best\_team['shrilanka']='sanath'  
print(best\_team)

*Adding an item to the dictionary*

best\_team['england']='batham'  
best\_team['pakistan']='miyandad'  
print(best\_team)

**Dictionary functions**

**len() –**

print(len(best\_team))

**str() –**

str(best\_team)  
print(best\_team)

**max() –**

max(best\_team)  
print(best\_team)

**min() –**

min(best\_team)  
print(best\_team)

**Dictionary Methods –**

new\_bestteam=best\_team.copy()  
print(new\_bestteam)

**get() –**

print(best\_team.get('india'))

**setdefault() –**

print(best\_team.setdefault('india'))

**keys() –**

port1 = {80: 'http', 18: None, 19: 'Unknown', 22: 'SSH', 23: 'Telnet'}  
print(port1.keys())

**values() –**

port1 = {80: 'http', 18: None, 19: 'Unknown', 22: 'SSH', 23: 'Telnet'}  
print(port1.values())

**update() –**

port1 = {80: 'http', 18: None, 19: 'Unknown', 22: 'SSH', 23: 'Telnet'}  
port2={25:'given', 30:'not taken'}  
port1.update(port2)  
print(port1)

**items() –**

port1.items()  
print(port1)

**clear() –**

port1.clear()  
print(port1)

**Dictionary with for loop**

port1 = {21: "FTP", 22 :"SSH", 23: "telnet", 80: "http"}  
for k,v in port1.items():  
 print (k," : ", v)

# Python Sets

A set is an unordered collection of items. Every set element is unique (no duplicates) and must be immutable (cannot be changed).

However, a set itself is mutable. We can add or remove items from it.

Sets can also be used to perform mathematical set operations like union, intersection, symmetric difference, etc.

## Creating Python Sets

A set is created by placing all the items (elements) inside curly braces {}, separated by comma, or by using the built-in set() function.

It can have any number of items and they may be of different types (integer, float, tuple, string etc.). But a set cannot have mutable elements like lists, sets or dictionaries as its elements.

# Different types of sets in Python

# set of integers

my\_set = {1, 2, 3}

print(my\_set)

# set of mixed datatypes

my\_set = {1.0, "Hello", (1, 2, 3)}

print(my\_set)

**Examples-**

# set cannot have duplicates

# Output: {1, 2, 3, 4}

my\_set = {1, 2, 3, 4, 3, 2}

print(my\_set)

# we can make set from a list

# Output: {1, 2, 3}

my\_set = set([1, 2, 3, 2])

print(my\_set)

# set cannot have mutable items

# here [3, 4] is a mutable list

# this will cause an error.

my\_set = {1, 2, [3, 4]}

***CONTROL STATEMENTS EXPLAINED***

**The if statement**

The if statement is used to check a condition:

*if* the condition is true, we run a block of statements (called the *if-block*),

*else* we process another block of statements (called the *else-block*). The *else* clause is optional.

**Python if Statement Syntax**

if test expression:

statement(s)

**Example (save as if.py ):**

*# If the number is positive, we print an appropriate message*num = 3  
if num >0:  
print(num, "is a positive number.")  
print("This is always printed.")  
num = -1  
if num >0:  
print(num, "is a positive number.")  
print("This is also always printed.")

## Python if...else Statement

### Syntax of if...else

if test expression:

statement(s)

else:

body of else

**Example (save as if.py ):**

*# Program checks if the number is positive or negative  
# And displays an appropriate message*num = 3  
*# Try these two variations as well.  
# num = -5  
# num = 0*if num >= 0:  
print("Positive or Zero")  
else:  
print("Negative number")

**Python if...elif...else Statement**

*Syntax of if...elif...else*

if test expression:

Body of if

elif test expression:

Body of elif

else:

Body of else

**Example1 (save as if.py ):**

*# In this program,  
# we check if the number is positive or  
# negative or zero and  
# display an appropriate message*num = 3.4  
*# Try these two variations as well:  
# num = 0  
# num = -4.5*if num >0:  
print("Positive number")  
elif num == 0:  
print("Zero")  
else:  
print("Negative number")

**Example2 (save as if.py ):**

number = 23  
guess = int(input('Enter an integer : '))  
if guess == number:  
*# New block starts here*print('Congratulations, you guessed it.')  
print('(but you do not win any prizes!)')  
*# New block ends here*elif guess <number:  
*# Another block*print('No, it is a little higher than that')  
*# You can do whatever you want in a block ...*else:  
print('No, it is a little lower than that')  
*# you must have guessed > number to reach here*print('Done')  
*# This last statement always executed,  
# # after the if statement is executed. is*

.

**Python Nested if statements**

We can have a if...elif...else statement inside nother if...elif...elsestatement. This is called nesting in computer programming.

Any number of these statements can be nested inside one another. Indentation is the only way to figure out the level of nesting. This can get confusing, so must be avoided if we can.

**Example (save as if.py ):**

*#In this program, we input a number  
# check if the number is positive or  
# negative or zero and display  
# an appropriate message  
# This time we use nested if*num = float(input("Enter a number: "))  
if num >= 0:  
if num == 0:  
print("Zero")  
else:  
print("Positive number")  
else:  
print("Negative number")

**Python ‘for’loop**

## What is for loop in Python?

The for loop in Python is used to iterate over a sequence ([list](https://www.programiz.com/python-programming/list), [tuple](https://www.programiz.com/python-programming/tuple), [string](https://www.programiz.com/python-programming/string)) or other iterable objects. Iterating over a sequence is called traversal.

**Syntax of for Loop**

for val in sequence:

Body of for

**Example (save as if.py ):**

*# Program to find the sum of all numbers stored in a list  
# List of numbers*numbers = [6, 5, 3, 8, 4, 2, 5, 4, 11]  
*# variable to store the sum*sum = 0  
*# iterate over the list*for val in numbers:  
sum = sum+val  
*# Output: The sum is 48*print("The sum is", sum)

## The range() function

We can generate a sequence of numbers using range() function. Range(10) will generate numbers from 0 to 9 (10 numbers)

**Example1 (save as for.py ):**

for i in range(10):  
 print(i)  
else:  
 print('The for loop is over')

**Example2 (save as for.py ):**

for i in range(1, 10):  
 print(i)  
else:  
 print('The for loop is over')

**Example3 (save as for.py ):**

for i in range(1, 10, 2):  
 print(i)  
else:  
 print('The for loop is over')

**Example4 (save as for.py ):**

for i in range(10, 0, -1):  
 print(i)  
else:  
 print('The for loop is over')

**Example5 (save as for.py ):**

primes=[13,5,7,9,11]  
for primes in primes:  
print (primes)

## For loop with else

A for loop can have an optional else block as well. The else part is executed if the items in the sequence used in for loop exhausts.

digits = [0, 1, 5]  
for i in digits:  
 print(i)  
else:  
 print("No items left.")

**The while Loop**

The while statement allows you to repeatedly execute a block of statements as long as a condition is true. A while statement is an example of what is called a *looping* statement. A while statement can have an optional else clause.

**Syntax of while Loop in Python**

while test\_expression:

Body of while

**Example1 (save as for.py ):**

*# Program to add natural  
# numbers upto  
# sum = 1+2+3+...+n  
# To take input from the user,  
# n = int(input("Enter n: "))*n = 10  
*# initialize sum and counter*sum = 0  
i = 1  
while i <= n:  
sum = sum + i  
 i = i+1 *# update counter  
# print the sum*print("The sum is", sum)

## While loop with else

**Example1 (save as for.py ):**

*# Example to illustrate  
# the use of else statement  
# with the while loop*counter = 0  
while counter <3:  
print("Inside loop")  
 counter = counter + 1  
else:  
print("Inside else")

**Python break statement**

The break statement terminates the loop containing it. Control of the program flows to the statement immediately after the body of the loop.

If break statement is inside a nested loop (loop inside another loop), break will terminate the innermost loop.

*# Use of break statement inside loop*for val in "string":  
if val == "i":  
break  
 print(val)  
print("The end")

**Python continue statement**

The continue statement is used to skip the rest of the code inside a loop for the current iteration only. Loop does not terminate but continues on with the next iteration.

*# Program to show the use of continue statement inside loops*for val in "string":  
if val == "i":  
continue  
 print(val)  
print("The end")

**Python pass statement**

In Python programming, pass is a null statement. The difference between a comment and pass statement in Python is that, while the interpreter ignores a comment entirely, pass is not ignored.

However, nothing happens when pass is executed. It results into no operation (NOP).

**Syntax of pass**

Pass

*# pass is just a placeholder for  
# functionality to be added later.*sequence = {'p', 'a', 's', 's'}  
for val in sequence:  
pass

***FUNCTIONS EXPLAINED***

**How To Define Functions**

A function is a block of instructions that performs an action and, once defined, can be reused. Functions make code more modular, allowing

you to use the same code over and over again.

**Built-in Functions**

**print()**which will print an object to the terminal

**int()** which will convert a string or number data type to an integer data type

**len()**which returns the length of an object

Function names include parentheses and may include parameters.

**Example1:Built-in SQRT function**

from math import sqrt  
# Get value from the user  
num = float(input("Enter number: "))  
# Compute the square root  
root = sqrt(num)  
# Report result  
print("Square root of", num, "=", root)

**Example2:Built-in RANDOM function Randrange-**

Returns a pseudorandom integer value within a specified range.

Seed- Sets the random number seed.

from random import randrange, seed  
seed(23) # Set random number seed  
for i in range(0, 5): # Print 100 random numbers  
print(randrange(1, 1001)) # Range 1...1,000, inclusive  
print()

**Example3: Built-in RANDOM function with CHOICE**

**Choice-** Selects an element at random from a collection of elements.

from random import choice  
for i in range(10):  
print(choice(("one", "two", "three", "four", "five", "six","seven", "eight", "nine", "ten")))

**User Defined Functions**

**Example1: Function without Parameter**

def hello():  
print("This is 1st line\nThis is 2nd line")  
hello()

**Example 2: Function without Parameter**

def names():  
name = 'Manoj Jangra'

if name=='Manoj Jangra':  
print('Your name is:', name)  
else:  
print('Your name is not:', name)  
names()

**Example 3: Function with Keyword Parameter**

def names(name):  
if name=='Manoj Jangra':  
print('Your name is "Manoj Jangra"')  
else:  
print('Your name is not "Manoj Jangra"')  
names('kumar')

**Example 3: Function with Keyword Parameter**

def add\_numbers(x, y, z):  
a = x + y  
b = x + z  
c = y + z  
print(a, b, c)  
add\_numbers(1, 2, 3)

**Example 4: Function with Keyword Parameter**

def profile\_info(username, followers):  
print("Username: " + username)  
print("Followers: " + str(followers))

profile\_info('Manoj','Jangra')

**How To Use \*args**

The single-asterisk form of \*args can be used as a parameter to send a non-keyworded variable-length argument list to functions.

**Example1**

def multiply(x, y):  
print (x \* y)  
multiply(5, 4)

def multiply(x, y):  
print (x \* y)  
multiply(5, 4)  
multiply(5,4,6)

**Error message-**

C:\Python22\python.exe C:/Users/user/PycharmProjects/F1\_Project/Class1.py

Traceback (most recent call last):

File "C:/Users/user/PycharmProjects/F1\_Project/Class1.py", line 5, in ?

multiply(5,4,6)

TypeError: multiply() takes exactly 2 arguments (3 given)

20

**Solution:**

def multiply(\*args):  
z = 1  
for num in args:  
z \*= num  
print(z)  
multiply(4, 5)  
multiply(10, 9)  
multiply(2, 3, 4)  
multiply(3, 5, 10, 6)

# Lambda Functions

# A Lambda Function in Python programming is an anonymous function or a function without name.

# It is a small and restricted function having no more than one line.

# Just like a normal function, a Lambda function can have multiple arguments with one expression.

**Syntax**

The formal syntax to write a lambda function is as given below:

lambda p1, p2: expression

Where, p1 and p2 are the parameters which are passed to the lambda function. You can add as many or few parameters as you need.

### Example1

adder = lambda x, y: x + y

print (adder (1, 2))

### Example 2

#What a lambda returns

string='some kind of a useless lambda'

print(lambda string : print(string))

**Using Lambdas with Python Built-ins**

## lambdas in filter()

The filter function is used to select some particular elements from a sequence of elements. The sequence can be any iterator like lists, sets, tuples, etc.

The elements which will be selected is based on some pre-defined constraint. It takes 2 parameters:

* A function that defines the filtering constraint
* A sequence (any iterator like lists, tuples, etc.)

For example,

sequences = [10,2,8,7,5,4,3,11,0, 1]

filtered\_result = filter (lambda x: x > 4, sequences)

print(list(filtered\_result))

## lambdas in map()

The map function is used to apply a particular operation to every element in a sequence. Like filter(), it also takes 2 parameters:

* A function that defines the op to perform on the elements
* One or more sequences

**Example:**

sequences = [10,2,8,7,5,4,3,11,0, 1]

filtered\_result = map (lambda x: x\*x, sequences)

print(list(filtered\_result))

**lambdas in reduce()**

The reduce function, like map(), is used to apply an operation to every element in a sequence. However, it differs from the map in its working. These are the steps followed by the reduce() function to compute an output:

It also takes two parameters:

* A function that defines the operation to be performed
* A sequence (any iterator like lists, tuples, etc.)

**Example:**

from functools import reduce

sequences = [1,2,3,4,5]

product = reduce (lambda x, y: x\*y, sequences)

print(product)

# Python Errors and Built-in Exceptions

Errors or inaccuracies in a program are often called as bugs. The process of finding and removing errors is called debugging. Errors can be categorized into three major groups:

1. **Syntax errors 2. Runtime errors and 3. Logical errors**

**Syntax errors**

Python will find these kinds of errors when it tries to parse your program, and exit with an error message without running anything. Syntax errors are like spelling or grammar mistakes in a language like English.

**Example:**

print "Hello World!"

**Logical errors**

These are the most difficult type of error to find, because they will give unpredictable results and may crash your program. A lot of different things can happen if you have a logic error.

**Example:**

x = 3

y = 4

average = x + y / 2

print(average)

**Runtime errors**

If a program is free of syntax errors, it will be run by the Python interpreter. However, the program may exit if it encounters a runtime error – a problem that went undetected when the program was parsed, but is only revealed when the code is executed.

**Example:**

x=int(input("enter first number:"))

y=int(input("enter second number:"))

print("Division of X through Y is:",x/y)

**Some examples of Python Runtime errors −**

* division by zero
* performing an operation on incompatible types
* using an identifier which has not been defined
* accessing a list element, dictionary value or object attribute which doesn’t exist
* trying to access a file which doesn’t exist

When writing a program, we, more often than not, will encounter errors.

Error caused by not following the proper structure (syntax) of the language is called syntax error or parsing error.

***Errors occur at runtime are called exceptions.***

**What is Exception?**

An exception is an event, which occurs during the execution of a program that disrupts the normal flow of the program's instructions. In general, when a Python script encounters a situation that it cannot cope with, it raises an exception. An exception is a Python object that represents an error.

When a Python script raises an exception, it must either handle the exception immediately otherwise it terminates and quits.

**Exception Handling**

## Handling an exception

If you have some *suspicious* code that may raise an exception, you can defend your program by placing the suspicious code in a **try:** block. After the try: block, include an **except:** statement, followed by a block of code which handles the problem as elegantly as possible.

### Syntax

Here is simple syntax of *try....except...else* blocks –

try:  
 <do something>  
except Exception:  
 <handle the error>

**Example1**

print("hello world")

try:

print(10/0)

except ZeroDivisionError as e:

print(10/1,e)

print('hey! why are you not coding')

**Example2**

try:   
 open("fantasy.txt")  
except:   
 print('Something went wrong')  
  
print('Should reach here')

***OR/ You can write different logic for each type of exception that happens:***

|  |
| --- |
| try:   # your code here except FileNotFoundError:   # handle exception  except IsADirectoryError:  # handle exception except:  # all other types of exceptions  print('Should reach here') |

**Example3**

This example tries to open a file where you do not have write permission, so it raises an exception –

try:

fh = open("testfile", "r")

fh.write("This is my test file for exception handling!!")

except IOError:

print "Error: can\'t find file or read data"

else:

print "Written content in the file successfully"

**Example4**

The program asks for numeric user input. Instead the user types characters in the input box. The program normally would crash. But with a try-except block it can be handled properly.

try:  
 x = input("Enter number: ")  
 x = x + 1  
 print(x)  
except:  
 print("Invalid input")

**Python File Handling**

**Files**

Files are named locations on disk to store related information. They are used to permanently store data in a non-volatile memory (e.g. hard disk).

In Python, files are treated in two modes as text or binary. The file may be in the text or binary format, and each line of a file is ended with the special character.

Hence, a file operation can be done in the following order.

* Open a file
* Read or write - Performing operation
* Close the file

Python provides an ***open()*** function that accepts two arguments, file name and access mode in which the file is accessed. The function returns a file object which can be used to perform various operations like reading, writing, etc.

Syntax:

file object = open(<file-name>, <access-mode>)

**Access Mods Table**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **SN** | | **Access mode** | | **Description** | |
| 1 | r | | It opens the file to read-only mode. The file pointer exists at the beginning. The file is by default open in this mode if no access mode is passed. | |
| 2 | rb | | It opens the file to read-only in binary format. The file pointer exists at the beginning of the file. | |
| 3 | r+ | | It opens the file to read and write both. The file pointer exists at the beginning of the file. | |
| 4 | rb+ | | It opens the file to read and write both in binary format. The file pointer exists at the beginning of the file. | |
| 5 | w | | It opens the file to write only. It overwrites the file if previously exists or creates a new one if no file exists with the same name. The file pointer exists at the beginning of the file. | |
| 6 | wb | | It opens the file to write only in binary format. It overwrites the file if it exists previously or creates a new one if no file exists. The file pointer exists at the beginning of the file. | |
| 7 | w+ | | It opens the file to write and read both. It is different from r+ in the sense that it overwrites the previous file if one exists whereas r+ doesn't overwrite the previously written file. It creates a new file if no file exists. The file pointer exists at the beginning of the file. | |
| 8 | wb+ | | It opens the file to write and read both in binary format. The file pointer exists at the beginning of the file. | |
| 9 | a | | It opens the file in the append mode. The file pointer exists at the end of the previously written file if exists any. It creates a new file if no file exists with the same name. | |
| 10 | ab | | It opens the file in the append mode in binary format. The pointer exists at the end of the previously written file. It creates a new file in binary format if no file exists with the same name. | |
| 11 | a+ | | It opens a file to append and read both. The file pointer remains at the end of the file if a file exists. It creates a new file if no file exists with the same name. | |
| 12 | ab+ | | It opens a file to append and read both in binary format. The file pointer remains at the end of the file. | |

## Example

#opens the file file.txt in read mode

fileptr = open("file.txt","r")

if fileptr:

    print("file is opened successfully")

**The close() Method**

Once all the operations are done on the file, we must close it through our Python script using the **close()** method. Any unwritten information gets destroyed once the **close()** method is called on a file object.

Syntax

fileobject.close()

**Example:**

# opens the file file.txt in read mode

fileptr = open("file.txt","r")

if fileptr:

    print("file is opened successfully")

#closes the opened file

fileptr.close()

fter closing the file, we cannot perform any operation in the file. The file needs to be properly closed. If any exception occurs while performing some operations in the file then the program terminates without closing the file.

***We should use the following method to overcome such type of problem.***

try:

   fileptr = open("file.txt")

   # perform file operations

finally:

   fileptr.close()

**The with statement**

The **with** statement was introduced in python 2.5. The with statement is useful in the case of manipulating the files. It is used in the scenario where a pair of statements is to be executed with a block of code in between.

The syntax to open a file using with the statement is given below.

with open(<file name>, <access mode>) as <file-pointer>:

    #statement suite

The advantage of using with statement is that it provides the guarantee to close the file regardless of how the nested block exits.

It is always suggestible to use the **with** statement in the case of files because, if the break, return, or exception occurs in the nested block of code then it automatically closes the file, we don't need to write the **close()** function. It doesn't let the file to corrupt.

### Example

with open("file.txt",'r') as f:

    content = f.read();

    print(content)

## Writing the File

To write some text to a file, we need to open the file using the open method with one of the following access modes.

**w:** It will overwrite the file if any file exists. The file pointer is at the beginning of the file.

**a:** It will append the existing file. The file pointer is at the end of the file. It creates a new file if no file exists.

### Example1

# open the file.txt in append mode. Create a new file if no such file exists.

fileptr = open("file2.txt", "w")

# appending the content to the file

fileptr.write('''''Python is the modern day language. It makes things so simple.

It is the fastest-growing programing language''')

# closing the opened the file

fileptr.close()

### Example2

#open the file.txt in write mode.

fileptr = open("file2.txt","a")

#overwriting the content of the file

fileptr.write(" Python has an easy syntax and user-friendly interaction.")

#closing the opened file

fileptr.close()

**Reading the File**

To read a file using the Python script, the Python provides the **read()** method. The **read()** method reads a string from the file. It can read the data in the text as well as a binary format.

The syntax of the **read()** method is given below.

Syntax:

fileobj.read(<count>)

Here, the count is the number of bytes to be read from the file starting from the beginning of the file. If the count is not specified, then it may read the content of the file until the end.

### Example

#open the file.txt in read mode. causes error if no such file exists.

fileptr = open("file2.txt","r")

#stores all the data of the file into the variable content

content = fileptr.read(10)

# prints the type of the data stored in the file

print(type(content))

#prints the content of the file

print(content)

#closes the opened file

fileptr.close()

If we use the following line, then it will print all content of the file.

content = fileptr.read()

print(content)

### Read File through for Loop

We can read the file using for loop. Consider the following example.

#open the file.txt in read mode. causes an error if no such file exists.

fileptr = open("file2.txt","r");

#running a for loop

for i in fileptr:

    print(i) # i contains each line of the file

**Read Lines of the File**

Python facilitates to read the file line by line by using a function **readline()** method. The **readline()** method reads the lines of the file from the beginning, i.e., if we use the readline() method two times, then we can get the first two lines of the file.

Consider the following example which contains a function **readline()** that reads the first line of our file **"file2.txt"** containing three lines. Consider the following example.

### Example 1: Reading lines using readline() function

#open the file.txt in read mode. causes error if no such file exists.

fileptr = open("file2.txt","r");

#stores all the data of the file into the variable content

content = fileptr.readline()

content1 = fileptr.readline()

#prints the content of the file

print(content)

print(content1)

#closes the opened file

fileptr.close()

### Example 2: Reading Lines Using readlines() function

#open the file.txt in read mode. causes error if no such file exists.

fileptr = open("file2.txt","r");

#stores all the data of the file into the variable content

content = fileptr.readlines()

#prints the content of the file

print(content)

#closes the opened file

fileptr.close()

## Creating a New File

The new file can be created by using one of the following access modes with the function open().

**x:** it creates a new file with the specified name. It causes an error a file exists with the same name.

**a:** It creates a new file with the specified name if no such file exists. It appends the content to the file if the file already exists with the specified name.

**w:** It creates a new file with the specified name if no such file exists. It overwrites the existing file.

### Example1

#open the file.txt in read mode. causes error if no such file exists.

fileptr = open("file2.txt","x")

print(fileptr)

if fileptr:

    print("File created successfully")

## Python OS module

### Renaming the file

The Python **os** module enables interaction with the operating system. The os module provides the functions that are involved in file processing operations like renaming, deleting, etc. It provides us the rename() method to rename the specified file to a new name. The syntax to use the **rename()** method is given below.

Syntax:

rename(current-name, new-name)

The first argument is the current file name and the second argument is the modified name. We can change the file name bypassing these two arguments.

**Example 1**

import os

#rename file2.txt to file3.txt

os.rename("file2.txt","file3.txt")

### Removing the file

The os module provides the **remove()** method which is used to remove the specified file. The syntax to use the **remove()** method is given below.

1. remove(file-name)

**Example 1**

import os;

#deleting the file named file3.txt

os.remove("file3.txt")

## Creating the New Directory

The **mkdir()** method is used to create the directories in the current working directory. The syntax to create the new directory is given below.

Syntax:

mkdir(directory name)

**Example 1**

import os

#creating a new directory with the name new

os.mkdir("new")

## The getcwd() method

This method returns the current working directory.

The syntax to use the getcwd() method is given below.

Syntax

os.getcwd()

**Example**

import os

os.getcwd()

## Changing the Current Working Directory

The chdir() method is used to change the current working directory to a specified directory.

The syntax to use the chdir() method is given below.

Syntax

chdir("new-directory")

### Example

import os

# Changing current directory with the new directiory

os.chdir("C:\\Users\\DEVANSH SHARMA\\Documents")

#It will display the current working directory

os.getcwd()

## Deleting Directory

The rmdir() method is used to delete the specified directory.

The syntax to use the rmdir() method is given below.

Syntax

os.rmdir(directory name)

**Example1**

import os

#removing the new directory

os.rmdir("directory\_name")

It will remove the specified directory.

**MODULE2: NumPy**

## What is NumPy?

NumPy stands for Numerical Python and is the core library for numeric and scientific computing.

NumPy is a Python library used for working with arrays.

It also has functions for working in domain of linear algebra, fourier transform, and matrices.

NumPy was created in 2005 by Travis Oliphant. It is an open source project and you can use it freely.

# NumPy Getting Started

### Example

import numpy  
  
arr = numpy.array([1, 2, 3, 4, 5])  
  
print(arr)

## Checking NumPy Version

The version string is stored under \_\_version\_\_ attribute.

### Example

import numpy as np  
  
print(np.\_\_version\_\_)

# NumPy Creating Arrays

# Create a NumPy ndarray Object

NumPy is used to work with arrays. The array object in NumPy is called ndarray.

We can create a NumPy ndarray object by using the array() function.

### Example

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5])  
  
print(arr)  
  
print(type(arr))

To create an ndarray, we can pass a list, tuple or any array-like object into the array() method, and it will be converted into an ndarray:

### Example

Use a tuple to create a NumPy array:

import numpy as np  
  
arr = np.array((1, 2, 3, 4, 5))  
  
print(arr)

# Dimensions in Arrays

A dimension in arrays is one level of array depth (nested arrays).

nested array: are arrays that have arrays as their elements.

# 0-D Arrays

0-D arrays, or Scalars, are the elements in an array. Each value in an array is a 0-D array.

### Example

Create a 0-D array with value 42

import numpy as np  
  
arr = np.array(42)  
  
print(arr)

# 1-D Arrays

An array that has 0-D arrays as its elements is called uni-dimensional or 1-D array.

These are the most common and basic arrays.

### Example

Create a 1-D array containing the values 1,2,3,4,5:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5])  
  
print(arr)

# 2-D Arrays

An array that has 1-D arrays as its elements is called a 2-D array.

These are often used to represent matrix or 2nd order tensors.

NumPy has a whole sub module dedicated towards matrix operations called numpy.mat

### Example

Create a 2-D array containing two arrays with the values 1,2,3 and 4,5,6:

import numpy as np  
  
arr = np.array([[1, 2, 3], [4, 5, 6]])  
  
print(arr)

# 3-D arrays

An array that has 2-D arrays (matrices) as its elements is called 3-D array.

These are often used to represent a 3rd order tensor.

### Example

Create a 3-D array with two 2-D arrays, both containing two arrays with the values 1,2,3 and 4,5,6:

import numpy as np  
  
arr = np.array([[[1, 2, 3], [4, 5, 6]], [[1, 2, 3], [4, 5, 6]]])  
  
print(arr)

# Check Number of Dimensions?

NumPy Arrays provides the ndim attribute that returns an integer that tells us how many dimensions the array have.

### Example

Check how many dimensions the arrays have:

import numpy as np  
  
a = np.array(42)  
b = np.array([1, 2, 3, 4, 5])  
c = np.array([[1, 2, 3], [4, 5, 6]])  
d = np.array([[[1, 2, 3], [4, 5, 6]], [[1, 2, 3], [4, 5, 6]]])  
print(a.ndim)  
print(b.ndim)  
print(c.ndim)  
print(d.ndim)

# Higher Dimensional Arrays

An array can have any number of dimensions.

When the array is created, you can define the number of dimensions by using the ndmin argument.

### Example

Create an array with 5 dimensions and verify that it has 5 dimensions:

import numpy as np  
  
arr = np.array([1, 2, 3, 4], ndmin=5)  
  
print(arr)  
print('number of dimensions :', arr.ndim)

In this array the innermost dimension (5th dim) has 4 elements, the 4th dim has 1 element that is the vector, the 3rd dim has 1 element that is the matrix with the vector, the 2nd dim has 1 element that is 3D array and 1st dim has 1 element that is a 4D array.

# NumPy Array Indexing

# Access Array Elements

Array indexing is the same as accessing an array element.

You can access an array element by referring to its index number.

The indexes in NumPy arrays start with 0, meaning that the first element has index 0, and the second has index 1 etc.

### Example

Get the first element from the following array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4])  
  
print(arr[0])

### Example

Get the second element from the following array.

import numpy as np  
  
arr = np.array([1, 2, 3, 4])  
  
print(arr[1])

### Example

Get third and fourth elements from the following array and add them.

import numpy as np  
  
arr = np.array([1, 2, 3, 4])  
  
print(arr[2] + arr[3])

# Access 2-D Arrays

To access elements from 2-D arrays we can use comma separated integers representing the dimension and the index of the element.

### Example

Access the 2nd element on 1st dim:

import numpy as np  
  
arr = np.array([[1,2,3,4,5], [6,7,8,9,10]])  
  
print('2nd element on 1st dim: ', arr[0, 1])

### Example

Access the 5th element on 2nd dim:

import numpy as np  
  
arr = np.array([[1,2,3,4,5], [6,7,8,9,10]])  
  
print('5th element on 2nd dim: ', arr[1, 4])

# Access 3-D Arrays

To access elements from 3-D arrays we can use comma separated integers representing the dimensions and the index of the element.

### Example

Access the third element of the second array of the first array:

import numpy as np  
  
arr = np.array([[[1, 2, 3], [4, 5, 6]], [[7, 8, 9], [10, 11, 12]]])  
  
print(arr[0, 1, 2])

# Negative Indexing

Use negative indexing to access an array from the end.

### Example

Print the last element from the 2nd dim:

import numpy as np  
  
arr = np.array([[1,2,3,4,5], [6,7,8,9,10]])  
  
print('Last element from 2nd dim: ', arr[1, -1])

Top of Form

# NumPy Array Slicing

# Slicing arrays

Slicing in python means taking elements from one given index to another given index.

We pass slice instead of index like this: [*start*:*end*].

We can also define the step, like this: [*start*:*end*:*step*].

If we don't pass start its considered 0

If we don't pass end its considered length of array in that dimension

If we don't pass step its considered 1

### Example

Slice elements from index 1 to index 5 from the following array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[1:5])

**Note:** The result *includes* the start index, but *excludes* the end index.

### Example

Slice elements from index 4 to the end of the array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[4:])

### Example

Slice elements from the beginning to index 4 (not included):

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[:4])

# Negative Slicing

Use the minus operator to refer to an index from the end:

### Example

Slice from the index 3 from the end to index 1 from the end:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[-3:-1])

# STEP

Use the step value to determine the step of the slicing:

### Example

Return every other element from index 1 to index 5:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[1:5:2])

### Example

Return every other element from the entire array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[::2])

# Slicing 2-D Arrays

### Example

From the second element, slice elements from index 1 to index 4 (not included):

import numpy as np  
  
arr = np.array([[1, 2, 3, 4, 5], [6, 7, 8, 9, 10]])  
  
print(arr[1, 1:4])

**Note:** Remember that *second element* has index 1.

### Example

From both elements, return index 2:

import numpy as np  
  
arr = np.array([[1, 2, 3, 4, 5], [6, 7, 8, 9, 10]])  
  
print(arr[0:2, 2])

### Example

From both elements, slice index 1 to index 4 (not included), this will return a 2-D array:

import numpy as np  
  
arr = np.array([[1, 2, 3, 4, 5], [6, 7, 8, 9, 10]])  
  
print(arr[0:2, 1:4])

**MODULE3:**

**DATA ANALYSIS USING PANDAS**

## What Is Pandas In Python?

Pandas is an open-source Python package developed by Wes McKinney that is most widely used for data science/data analysis and machine learning tasks.

According to the Wikipedia page on Pandas, “the name is derived from the term “panel data”, an econometrics term for multidimensional structured data sets.”

It is built on the Numpy package and its key data structure is called the DataFrame. DataFrames allow you to store and manipulate tabular data in rows of observations and columns of variables.

**Why Use Pandas?**

* Pandas allows us to analyze big data and make conclusions based on statistical theories.
* Pandas can clean messy data sets, and make them readable and relevant.
* Relevant data is very important in data science.

**Advantages of Pandas**

* Fast and efficient for manipulating and analyzing data.
* Data from different file objects can be loaded.
* Easy handling of missing data (represented as NaN) in floating point as well as non-floating point data
* Size mutability: columns can be inserted and deleted from DataFrame and higher dimensional objects
* Data set merging and joining.
* Flexible reshaping and pivoting of data sets
* Provides time-series functionality.
* Powerful group by functionality for performing split-apply-combine operations on data sets.

**What Can You Do With DataFrames Using Pandas?**

Pandas makes it simple to do many of the time consuming, repetitive tasks associated with working with data, including:

* Data cleansing
* Data fill
* Data normalization
* Merges and joins
* Data visualization
* Statistical analysis
* Data inspection
* Loading and saving data
* And much more

In fact, with Pandas, you can do everything that makes world-leading data scientists vote Pandas as the best data analysis and manipulation tool available.

## Why Pandas is used for Data Science

Pandas is generally used for data science but have you wondered why? This is because pandas is used in conjunction with other libraries that are used for data science. It is built on the top of the **NumPy** library which means that a lot of structures of NumPy are used or replicated in Pandas. The data produced by Pandas is often used as input for plotting functions of **Matplotlib**, statistical analysis in **SciPy**, machine learning algorithm in **Scikit-learn**.

Pandas program can be run from any text editor but it is recommended to use Jupyter Notebook for this as Jupyter given the ability to execute code in a particular cell rather than executing the entire file. Jupyter also provides an easy way to visualize pandas dataframe and plots.

## Getting Started

After the pandas has been installed into the system, you need to import the library. This module is generally imported as –

*import pandas as pd*

Pandas generally provide two data structure for manipulating data, They are:

* Series
* DataFrame

Pandas Series is a one-dimensional labeled array capable of holding data of any type (integer, string, float, python objects, etc.). The axis labels are collectively called index. Pandas Series is nothing but a column in an excel sheet. Labels need not be unique but must be a hashable type. The object supports both integer and label-based indexing and provides a host of methods for performing operations involving the index.

#### Creating a Series
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In the real world, a Pandas Series will be created by loading the datasets from existing storage, storage can be SQL Database, CSV file, and Excel file. Pandas Series can be created from the lists, dictionary, and from a scalar value etc.

#### Example

Create a simple Pandas Series from a list:

import pandas as pd  
a = [1, 7, 2]  
myvar = pd.Series(a)  
print(myvar)

#### Labels

If nothing else is specified, the values are labeled with their index number. First value has index 0, second value has index 1 etc.

This label can be used to access a specified value.

#### Example

Return the 1st value of the series

print(myvar[0])

#### Create Labels

With the index argument, you can name your own labels.

**Example**

Create your own labels:

import pandas as pd  
a = [1, 7, 2]  
myvar = pd.Series(a, index = ["x", "y", "z"])  
print(myvar)

When you have created labels, you can access an item by referring to the label.

Example

Return the value of "y":

#### Key/Value Objects as Series

You can also use a key/value object, like a dictionary, when creating a Series.

#### Example1

#### Create a simple Pandas Series from a dictionary:

import pandas as pd  
calories = {"day1": 420, "day2": 380, "day3": 390}  
myvar = pd.Series(calories)  
print(myvar)

#### Example2

Create a Series using only data from "day1" and "day2":

import pandas as pd  
calories = {"day1": 420, "day2": 380, "day3": 390}  
myvar = pd.Series(calories, index = ["day1", "day2"])  
print(myvar)

### Creating a DataFrame
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#### Pandas DataFrame is two-dimensional size-mutable, potentially heterogeneous tabular data structure with labeled axes (rows and columns). A Data frame is a two-dimensional data structure, i.e., data is aligned in a tabular fashion in rows and columns. Pandas DataFrame consists of three principal components, the data, rows, and columns.

**We can create a DataFrame using following ways:**

* dict
* Lists
* Numpy ndarrrays
* Series

**Create an empty DataFrame**

The below code shows how to create an empty DataFrame in Pandas:

# importing the pandas library

import pandas as pd

df = pd.DataFrame()

print (df)

**Creating a dataframe using List:**

DataFrame can be created using a single list or a list of lists.

|  |
| --- |
| # import pandas as pd  import pandas as pd    # list of strings  lst = ['Python', 'Pandas']    # Calling DataFrame constructor on list  df = pd.DataFrame(lst)  print(df) |

### Create a DataFrame from Dict of ndarrays/ Lists

# importing the pandas library

import pandas as pd

info = {'ID' :[101, 102, 103],'Department' :['B.Sc','B.Tech','M.Tech',]}

df = pd.DataFrame(info)

print (df)

**Create pandas dataframe from lists using dictionary:**

|  |
| --- |
| # importing pandas as pd  import pandas as pd    # dictionary of lists  dict = {'name':["aparna", "pankaj", "sudhir", "Geeku"],          'degree': ["MBA", "BCA", "M.Tech", "MBA"],          'score':[90, 40, 80, 98]}    df = pd.DataFrame(dict)    print(df) |

## Column Selection

We will understand this by selecting a column from the DataFrame.

### Example

import pandas as pd

d = {'one' : pd.Series([1, 2, 3], index=['a', 'b', 'c']),

'two' : pd.Series([1, 2, 3, 4], index=['a', 'b', 'c', 'd'])}

df = pd.DataFrame(d)

print df ['one']

## Column Addition

We will understand this by adding a new column to an existing data frame.

### Example

import pandas as pd

d = {'one' : pd.Series([1, 2, 3], index=['a', 'b', 'c']),

'two' : pd.Series([1, 2, 3, 4], index=['a', 'b', 'c', 'd'])}

df = pd.DataFrame(d)

# Adding a new column to an existing DataFrame object with column label by passing new series

print ("Adding a new column by passing as Series:")

df['three']=pd.Series([10,20,30],index=['a','b','c'])

print df

print ("Adding a new column using the existing columns in DataFrame:")

df['four']=df['one']+df['three']

print df

## Column Deletion

Columns can be deleted or popped; let us take an example to understand how.

### Example

# Using the previous DataFrame, we will delete a column

# using del function

import pandas as pd

d = {'one' : pd.Series([1, 2, 3], index=['a', 'b', 'c']),

'two' : pd.Series([1, 2, 3, 4], index=['a', 'b', 'c', 'd']),

'three' : pd.Series([10,20,30], index=['a','b','c'])}

df = pd.DataFrame(d)

print ("Our dataframe is:")

print df

# using del function

print ("Deleting the first column using DEL function:")

del df['one']

print df

# using pop function

print ("Deleting another column using POP function:")

df.pop('two')

print df

### Row Selection, Addition, and Deletion

We will now understand row selection, addition and deletion through examples. Let us begin with the concept of selection.

*Rows can be selected by passing row label to a loc function*.

import pandas as pd

d = {'one' : pd.Series([1, 2, 3], index=['a', 'b', 'c']),

'two' : pd.Series([1, 2, 3, 4], index=['a', 'b', 'c', 'd'])}

df = pd.DataFrame(d)

print df.loc['b']

### Selection by integer location

Rows can be selected by passing integer location to an iloc function.

import pandas as pd

d = {'one' : pd.Series([1, 2, 3], index=['a', 'b', 'c']),

'two' : pd.Series([1, 2, 3, 4], index=['a', 'b', 'c', 'd'])}

df = pd.DataFrame(d)

print df.iloc[2]

### Slice Rows

Multiple rows can be selected using ‘ : ’ operator.

import pandas as pd

d = {'one' : pd.Series([1, 2, 3], index=['a', 'b', 'c']),

'two' : pd.Series([1, 2, 3, 4], index=['a', 'b', 'c', 'd'])}

df = pd.DataFrame(d)

print df[2:4]

### Addition of Rows

Add new rows to a DataFrame using the append function. This function will append the rows at the end.

import pandas as pd

df = pd.DataFrame([[1, 2], [3, 4]], columns = ['a','b'])

df2 = pd.DataFrame([[5, 6], [7, 8]], columns = ['a','b'])

df = df.append(df2)

print df

### Deletion of Rows

Use index label to delete or drop rows from a DataFrame. If label is duplicated, then multiple rows will be dropped.

If you observe, in the above example, the labels are duplicate. Let us drop a label and will see how many rows will get dropped.

import pandas as pd

df = pd.DataFrame([[1, 2], [3, 4]], columns = ['a','b'])

df2 = pd.DataFrame([[5, 6], [7, 8]], columns = ['a','b'])

df = df.append(df2)

# Drop rows with label 0

df = df.drop(0)

print df

## Load Files Into a DataFrame

If your data sets are stored in a file, Pandas can load them into a DataFrame.

### 1). Load a Text file into a DataFrame:

import pandas as pd

#read text file into pandas DataFrame

df = pd.read\_csv("data.txt", sep=" ")

#display DataFrame

print(df)

### ****Read a Text File with No Header****

#read text file into pandas DataFrame

df = pd.read\_csv("data.txt", sep=" ", header=None)

#display DataFrame

print(df)

### ****Read a Text File with No Header & Specify Column Names****

#read text file into pandas DataFrame and specify column names

df = pd.read\_csv("data.txt", sep=" ", header=None, names=["A", "B"])

#display DataFrame

print(df)

### 2). Load a comma separated file (CSV file) into a DataFrame:

#import CSV file as DataFrame

df = pd.read\_csv('data.csv')

#view DataFrame

df

### ****Read Specific Columns from CSV File****

#import only specific columns from CSV file

df = pd.read\_csv('data.csv', usecols=['playerID', 'points'])

#view DataFrame

df

Alternatively you can specify column indices to read into a pandas DataFrame:

#import only specific columns from CSV file

df = pd.read\_csv('data.csv', usecols=[0, 1])

#view DataFrame

df

### ****Specify Header Row when Importing CSV File****

To read this CSV file into a pandas DataFrame, we can specify **header=1**as follows:

#import from CSV file and specify that header starts on second row

df = pd.read\_csv('data.csv', header=1)

#view DataFrame

df

### ****Skip Rows when Importing CSV File****

You can also easily skip rows when importing a CSV file by using the **skiprows**argument. For example, the following code shows how to skip the second row when importing the CSV file:

#import from CSV file and skip second row

df = pd.read\_csv('data.csv', skiprows=[1])

#view DataFrame

df

And the following code shows how to skip the second *and* third row when importing the CSV file:

#import from CSV file and skip second and third rows

df = pd.read\_csv('data.csv', skiprows=[1, 2])

#view DataFrame

df

### ****Read CSV Files with Custom Delimiter****

Occasionally you may have a CSV file with a delimiter that is different from a comma. For example, suppose our CSV file has an underscore as a delimiter:

playerID\_team\_points

1\_Lakers\_26

2\_Mavs\_19

3\_Bucks\_24

4\_Spurs\_22

#import from CSV file and specify delimiter to use

df = pd.read\_csv('data.csv', sep='\_')

#view DataFrame

df

### 3). Load a Excel File into a DataFrame:

import pandas as pd

#import Excel file

df = pd.read\_excel('data.xlsx')

#view DataFrame

df

### ****Read Excel File Using Sheet Name****

To read a specific sheet in as a pandas DataFrame, you can use the **sheet\_name()**argument:

import pandas as pd

#import only second sheet

df = pd.read\_excel('data.xlsx', sheet\_name='second sheet')

#view DataFrame

df

### Load a JSON file into a DataFrame:

import pandas as pd  
  
df = pd.read\_json('data.json')  
  
print(df.to\_string())

#### 

### Loading data from a SQL database

!pip install pysqlite3

import sqlite3

con = sqlite3.connect("database.db")

By passing a SELECT query and our con, we can read from the purchases table:

df = pd.read\_sql\_query("SELECT \* FROM purchases", con)

df

Just like with CSVs, we could pass index\_col='index', but we can also set an index after-the-fact:

df = df.set\_index('index')

df

### Writing a Pandas DataFrame to CSV File:

**Example #1: Save csv to working directory.**

|  |
| --- |
| # importing pandas as pd  import pandas as pd    # list of name, degree, score  nme = ["aparna", "pankaj", "sudhir", "Geeku"]  deg = ["MBA", "BCA", "M.Tech", "MBA"]  scr = [90, 40, 80, 98]    # dictionary of lists  dict = {'name': nme, 'degree': deg, 'score': scr}    df = pd.DataFrame(dict)    # saving the dataframe  df.to\_csv('file1.csv') |

**Example #2: Saving CSV without *headers*and *index*.**

# importing pandas as pd

import pandas as pd

# list of name, degree, score

nme = ["aparna", "pankaj", "sudhir", "Geeku"]

deg = ["MBA", "BCA", "M.Tech", "MBA"]

scr = [90, 40, 80, 98]

# dictionary of lists

dict = {'name': nme, 'degree': deg, 'score': scr}

df = pd.DataFrame(dict)

# saving the dataframe

df.to\_csv('file2.csv', header=False, index=False)

**Example #3: Save csv file to a specified location.**

|  |
| --- |
| # importing pandas as pd  import pandas as pd  # list of name, degree, score  nme = ["aparna", "pankaj", "sudhir", "Geeku"]  deg = ["MBA", "BCA", "M.Tech", "MBA"]  scr = [90, 40, 80, 98]    # dictionary of lists  dict = {'name': nme, 'degree': deg, 'score': scr}    df = pd.DataFrame(dict)    # saving the dataframe  df.to\_csv(r'C:\Users\Admin\Desktop\file3.csv', index=False) |

**Example #4: Write a DataFrame to CSV file using tab separator.**

|  |
| --- |
| import pandas as pd  import numpy as np  users = {'Name': ['Amit', 'Cody', 'Drew'],       'Age': [20,21,25]}  df = pd.DataFrame(users, columns=['Name','Age'])#create DataFrame  print("Original DataFrame:")  print(df)  print('Data from Users.csv:')  df.to\_csv('Users.csv', sep='\t', index=False,header=True)  new\_df = pd.read\_csv('Users.csv')  print(new\_df) |

### Write a DataFrame to Excel File:

import pandas as pd  
import openpyxl  
  
df = pd.DataFrame([[11, 21, 31], [12, 22, 32], [31, 32, 33]],  
 index=['one', 'two', 'three'], columns=['a', 'b', 'c'])

df.to\_excel('pandas\_to\_excel.xlsx', sheet\_name='new\_sheet\_name')

**If you do not need to write index (row name), columns (column name), the argument index, columns is False.**

|  |
| --- |
| df.to\_excel('pandas\_to\_excel\_no\_index\_header.xlsx', index=False, header=False) |

### Write a DataFrame to JSON File:

df = pd.read\_csv("data.csv")

# Save dataframe to JSON format

df.to\_json("data.json")

### Viewing your data

**The first thing to do when opening a new dataset is print out a few rows to keep as a visual reference. We accomplish this with *.head()*:**

movies\_df.head()

**To see the last five rows use *.tail()*. tail() also accepts a number, and in this case we printing the bottom two rows.:**

movies\_df.tail()

### Getting info about your data

***.info()* should be one of the very first commands you run after loading your data:**

movies\_df.info()

**Another fast and useful attribute is *.shape*, which outputs just a tuple of (rows, columns):**

movies\_df.shape

# Descriptive Statistics

**A large number of methods collectively compute descriptive statistics and other related operations on DataFrame. Most of these are aggregations like sum(), mean(), but some of them, like sumsum(), produce an object of the same size. Generally speaking, these methods take an axis argument, just like ndarray.{sum, std, ...}, but the axis can be specified by name or integer**

DataFrame − “index” (axis=0, default), “columns” (axis=1)

**Let us create a DataFrame and use this object throughout this chapter for all the operations.**

### Example

import pandas as pd

import numpy as np

#Create a Dictionary of series

d = {'Name':pd.Series(['Tom','James','Ricky','Vin','Steve','Smith','Jack',

'Lee','David','Gasper','Betina','Andres']),

'Age':pd.Series([25,26,25,23,30,29,23,34,40,30,51,46]),

'Rating':pd.Series([4.23,3.24,3.98,2.56,3.20,4.6,3.8,3.78,2.98,4.80,4.10,3.65])

}

#Create a DataFrame

df = pd.DataFrame(d)

print df

### sum()

**Returns the sum of the values for the requested axis. By default, axis is index (axis=0).**

import pandas as pd

import numpy as np

#Create a Dictionary of series

d = {'Name':pd.Series(['Tom','James','Ricky','Vin','Steve','Smith','Jack',

'Lee','David','Gasper','Betina','Andres']),

'Age':pd.Series([25,26,25,23,30,29,23,34,40,30,51,46]),

'Rating':pd.Series([4.23,3.24,3.98,2.56,3.20,4.6,3.8,3.78,2.98,4.80,4.10,3.65])

}

#Create a DataFrame

df = pd.DataFrame(d)

print df.sum()

Each individual column is added individually (Strings are appended).

### mean()

Returns the average value

import pandas as pd

import numpy as np

#Create a Dictionary of series

d = {'Name':pd.Series(['Tom','James','Ricky','Vin','Steve','Smith','Jack',

'Lee','David','Gasper','Betina','Andres']),

'Age':pd.Series([25,26,25,23,30,29,23,34,40,30,51,46]),

'Rating':pd.Series([4.23,3.24,3.98,2.56,3.20,4.6,3.8,3.78,2.98,4.80,4.10,3.65])

}

#Create a DataFrame

df = pd.DataFrame(d)

print df.mean()

### std()

Returns the Bressel standard deviation of the numerical columns.

import pandas as pd

import numpy as np

#Create a Dictionary of series

d = {'Name':pd.Series(['Tom','James','Ricky','Vin','Steve','Smith','Jack',

'Lee','David','Gasper','Betina','Andres']),

'Age':pd.Series([25,26,25,23,30,29,23,34,40,30,51,46]),

'Rating':pd.Series([4.23,3.24,3.98,2.56,3.20,4.6,3.8,3.78,2.98,4.80,4.10,3.65])

}

#Create a DataFrame

df = pd.DataFrame(d)

print df.std()

### Functions & Description

Let us now understand the functions under Descriptive Statistics in Python Pandas. The following table list down the important functions –

|  |  |  |
| --- | --- | --- |
| **Sr.No.** | **Function** | **Description** |
| 1 | count() | Number of non-null observations |
| 2 | sum() | Sum of values |
| 3 | mean() | Mean of Values |
| 4 | median() | Median of Values |
| 5 | mode() | Mode of values |
| 6 | std() | Standard Deviation of the Values |
| 7 | min() | Minimum Value |
| 8 | max() | Maximum Value |
| 9 | abs() | Absolute Value |
| 10 | prod() | Product of Values |
| 11 | cumsum() | Cumulative Sum |
| 12 | cumprod() | Cumulative Product |

### Summarizing Data

The **describe()** function computes a summary of statistics pertaining to the DataFrame columns.

import pandas as pd

import numpy as np

#Create a Dictionary of series

d = {'Name':pd.Series(['Tom','James','Ricky','Vin','Steve','Smith','Jack',

'Lee','David','Gasper','Betina','Andres']),

'Age':pd.Series([25,26,25,23,30,29,23,34,40,30,51,46]),

'Rating':pd.Series([4.23,3.24,3.98,2.56,3.20,4.6,3.8,3.78,2.98,4.80,4.10,3.65])

}

#Create a DataFrame

df = pd.DataFrame(d)

print df.describe()

Its **output** is as follows −

Age Rating

count 12.000000 12.000000

mean 31.833333 3.743333

std 9.232682 0.661628

min 23.000000 2.560000

25% 25.000000 3.230000

50% 29.500000 3.790000

75% 35.500000 4.132500

max 51.000000 4.800000

This function gives the **mean, std** and **IQR** values. And, function excludes the character columns and given summary about numeric columns. **'include'** is the argument which is used to pass necessary information regarding what columns need to be considered for summarizing. Takes the list of values; by default, 'number'.

* **object** − Summarizes String columns
* **number** − Summarizes Numeric columns
* **all** − Summarizes all columns together (Should not pass it as a list value)

Now, use the following statement in the program and check the output –

import pandas as pd

import numpy as np

#Create a Dictionary of series

d = {'Name':pd.Series(['Tom','James','Ricky','Vin','Steve','Smith','Jack',

'Lee','David','Gasper','Betina','Andres']),

'Age':pd.Series([25,26,25,23,30,29,23,34,40,30,51,46]),

'Rating':pd.Series([4.23,3.24,3.98,2.56,3.20,4.6,3.8,3.78,2.98,4.80,4.10,3.65])

}

#Create a DataFrame

df = pd.DataFrame(d)

print df.describe(include=['object'])

Its **output** is as follows −

Name

count 12

unique 12

top Ricky

freq 1

Now, use the following statement and check the output –

import pandas as pd

import numpy as np

#Create a Dictionary of series

d = {'Name':pd.Series(['Tom','James','Ricky','Vin','Steve','Smith','Jack',

'Lee','David','Gasper','Betina','Andres']),

'Age':pd.Series([25,26,25,23,30,29,23,34,40,30,51,46]),

'Rating':pd.Series([4.23,3.24,3.98,2.56,3.20,4.6,3.8,3.78,2.98,4.80,4.10,3.65])

}

#Create a DataFrame

df = pd.DataFrame(d)

print df. describe(include='all')

### Handling duplicates

This dataset does not have duplicate rows, but it is always important to verify you aren't aggregating duplicate rows.

To demonstrate, let's simply just double up our movies DataFrame by appending it to itself:

temp\_df = movies\_df.append(movies\_df)

temp\_df.shape

Using append() will return a copy without affecting the original DataFrame. We are capturing this copy in temp so we aren't working with the real data.

Notice call .shape quickly proves our DataFrame rows have doubled.

Now we can try dropping duplicates:

temp\_df = temp\_df.drop\_duplicates()

temp\_df.shape

Another important argument for drop\_duplicates() is keep, which has three possible options:

first: (default) Drop duplicates except for the first occurrence.

last: Drop duplicates except for the last occurrence.

False: Drop all duplicates.

temp\_df = movies\_df.append(movies\_df) # make a new copy

temp\_df.drop\_duplicates(inplace=True, keep=False)

temp\_df.shape

### How to work with Missing values

Missing data is always a problem in real life scenarios. Areas like machine learning and data mining face severe issues in the accuracy of their model predictions because of poor quality of data caused by missing values. In these areas, missing value treatment is a major point of focus to make their models more accurate and valid.

## When and Why Is Data Missed?

Let us consider an online survey for a product. Many a times, people do not share all the information related to them. Few people share their experience, but not how long they are using the product; few people share how long they are using the product, their experience but not their contact information. Thus, in some or the other way a part of data is always missing, and this is very common in real time.

Let us now see how we can handle missing values (say NA or NaN) using Pandas.

# import the pandas library

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(5, 3), index=['a', 'c', 'e', 'f',

'h'],columns=['one', 'two', 'three'])

df = df.reindex(['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])

print df

Using reindexing, we have created a DataFrame with missing values. In the output, **NaN** means **Not a Number.**

### Check for Missing Values

To make detecting missing values easier (and across different array dtypes), Pandas provides the **isnull()** and **notnull()** functions, which are also methods on Series and DataFrame objects −

### Example 1

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(5, 3), index=['a', 'c', 'e', 'f',

'h'],columns=['one', 'two', 'three'])

df = df.reindex(['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])

print df['one'].isnull()

### Example 2

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(5, 3), index=['a', 'c', 'e', 'f',

'h'],columns=['one', 'two', 'three'])

df = df.reindex(['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])

print df['one'].notnull()

### Calculations with Missing Data

* When summing data, NA will be treated as Zero
* If the data are all NA, then the result will be NA

### Example 1

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(5, 3), index=['a', 'c', 'e', 'f',

'h'],columns=['one', 'two', 'three'])

df = df.reindex(['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])

print df['one'].sum()

### Example 2

### 

import pandas as pd

import numpy as np

df = pd.DataFrame(index=[0,1,2,3,4,5],columns=['one','two'])

print df['one'].sum()

## Cleaning / Filling Missing Data

Pandas provides various methods for cleaning the missing values. The fillna function can “fill in” NA values with non-null data in a couple of ways, which we have illustrated in the following sections.

## Replace NaN with a Scalar Value

The following program shows how you can replace "NaN" with "0".

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(3, 3), index=['a', 'c', 'e'],columns=['one',

'two', 'three'])

df = df.reindex(['a', 'b', 'c'])

print df

print ("NaN replaced with '0':")

print df.fillna(0)

Here, we are filling with value zero; instead we can also fill with any other value.

## Fill NA Forward and Backward

Using the concepts of filling discussed in the ReIndexing Chapter we will fill the missing values.

|  |  |
| --- | --- |
| **Sr.No** | **Method & Action** |
| 1 | **pad/fill**  Fill methods Forward |
| 2 | **bfill/backfill**  Fill methods Backward |

### Example 1

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(5, 3), index=['a', 'c', 'e', 'f',

'h'],columns=['one', 'two', 'three'])

df = df.reindex(['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])

print df.fillna(method='pad')

### Example 2

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(5, 3), index=['a', 'c', 'e', 'f',

'h'],columns=['one', 'two', 'three'])

df = df.reindex(['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])

print df.fillna(method='backfill')

## Drop Missing Values

If you want to simply exclude the missing values, then use the **dropna** function along with the **axis** argument. By default, axis=0, i.e., along row, which means that if any value within a row is NA then the whole row is excluded.

### Example 1

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(5, 3), index=['a', 'c', 'e', 'f',

'h'],columns=['one', 'two', 'three'])

df = df.reindex(['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])

print df.dropna()

### Example 2

import pandas as pd

import numpy as np

df = pd.DataFrame(np.random.randn(5, 3), index=['a', 'c', 'e', 'f',

'h'],columns=['one', 'two', 'three'])

df = df.reindex(['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])

print df.dropna(axis=1)

## Replace Missing (or) Generic Values

Many times, we have to replace a generic value with some specific value. We can achieve this by applying the replace method.

Replacing NA with a scalar value is equivalent behavior of the **fillna()** function.

### Example1

import pandas as pd

import numpy as np

df = pd.DataFrame({'one':[10,20,30,40,50,2000], 'two':[1000,0,30,40,50,60]})

print df.replace({1000:10,2000:60})

### Example 2

import pandas as pd

import numpy as np

df = pd.DataFrame({'one':[10,20,30,40,50,2000], 'two':[1000,0,30,40,50,60]})

print df.replace({1000:10,2000:60})

# GroupBy

Any **groupby** operation involves one of the following operations on the original object. They are −

* **Splitting** the Object
* **Applying** a function
* **Combining** the results

In many situations, we split the data into sets and we apply some functionality on each subset. In the apply functionality, we can perform the following operations −

* **Aggregation** − computing a summary statistic
* **Transformation** − perform some group-specific operation
* **Filtration** − discarding the data with some condition

Let us now create a DataFrame object and perform all the operations on it –

#import the pandas library

import pandas as pd

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

print df

## Split Data into Groups

Pandas object can be split into any of their objects. There are multiple ways to split an object like −

* obj.groupby('key')
* obj.groupby(['key1','key2'])
* obj.groupby(key,axis=1)

Let us now see how the grouping objects can be applied to the DataFrame object

### Example

# import the pandas library

import pandas as pd

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

print df.groupby('Team')

## View Groups

# import the pandas library

import pandas as pd

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

print df.groupby('Team').groups

### Example

**Group by** with multiple columns –

# import the pandas library

import pandas as pd

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

print df.groupby(['Team','Year']).groups

## Iterating through Groups

With the **groupby** object in hand, we can iterate through the object similar to itertools.obj.

# import the pandas library

import pandas as pd

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

grouped = df.groupby('Year')

for name,group in grouped:

print name

print group

By default, the **groupby** object has the same label name as the group name.

## Select a Group

Using the **get\_group()** method, we can select a single group.

# import the pandas library

import pandas as pd

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

grouped = df.groupby('Year')

print grouped.get\_group(2014)

## Aggregations

An aggregated function returns a single aggregated value for each group. Once the **group by** object is created, several aggregation operations can be performed on the grouped data.

An obvious one is aggregation via the aggregate or equivalent **agg** method –

# import the pandas library

import pandas as pd

import numpy as np

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

grouped = df.groupby('Year')

print grouped['Points'].agg(np.mean)

Another way to see the size of each group is by applying the size() function –

import pandas as pd

import numpy as np

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)
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grouped = df.groupby('Team')

print grouped.agg(np.size)

### Applying Multiple Aggregation Functions at Once

With grouped Series, you can also pass a **list** or **dict of functions** to do aggregation with, and generate DataFrame as output –

# import the pandas library

import pandas as pd

import numpy as np

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

grouped = df.groupby('Team')

print grouped['Points'].agg([np.sum, np.mean, np.std])

## Transformations

Transformation on a group or a column returns an object that is indexed the same size of that is being grouped. Thus, the transform should return a result that is the same size as that of a group chunk.

# import the pandas library

import pandas as pd

import numpy as np

ipl\_data = {'Team': ['Riders', 'Riders', 'Devils', 'Devils', 'Kings',

'kings', 'Kings', 'Kings', 'Riders', 'Royals', 'Royals', 'Riders'],

'Rank': [1, 2, 2, 3, 3,4 ,1 ,1,2 , 4,1,2],

'Year': [2014,2015,2014,2015,2014,2015,2016,2017,2016,2014,2015,2017],

'Points':[876,789,863,673,741,812,756,788,694,701,804,690]}

df = pd.DataFrame(ipl\_data)

grouped = df.groupby('Team')

score = lambda x: (x - x.mean()) / x.std()\*10

print grouped.transform(score)

# FILTER PANDAS DATAFRAME

**Examples of Data Filtering**

It is one of the most initial step of data preparation for predictive modeling or any reporting project. It is also called 'Subsetting Data'.

See some of the examples of data filtering below.

* Select all the active customers whose accounts were opened after 1st January 2019
* Extract details of all the customers who made more than 3 transactions in the last 6 months
* Fetch information of employees who spent more than 3 years in the organization and received highest rating in the past 2 years
* Analyze complaints data and identify customers who filed more than 5 complaints in the last 1 year
* Extract details of metro cities where per capita income is greater than 40K dollars

**Filter pandas dataframe by column value**

**Method1: DataFrame Way**

newdf = df[(df.origin == "JFK") & (df.carrier == "B6")]

**Method2: Query Function**

newdf = df.query('origin == "JFK" & carrier == "B6"')

**Method3: loc function**

loc is an abbreviation of **location**term. All these 3 methods return same output. It's just a different ways of doing filtering rows.

newdf = df.loc[(df.origin == "JFK") & (df.carrier == "B6")]

**Filter Pandas Dataframe by Row and Column Position**

Suppose you want to select specific rows by their position (let's say from second through fifth row). We can use df.iloc[ ] function for the same.

Indexing in python starts from zero. df.iloc[0:5,] refers to first to fifth row (excluding end point 6th row here). df.iloc[0:5,] is equivalent to df.iloc[:5,]

df.iloc[:5,] #First 5 rows

df.iloc[1:5,] #Second to Fifth row

df.iloc[5,0] #Sixth row and 1st column

df.iloc[1:5,0] #Second to Fifth row, first column

df.iloc[1:5,:5] #Second to Fifth row, first 5 columns

df.iloc[2:7,1:3] #Third to Seventh row, 2nd and 3rd column

**Merging/Joining**

Pandas has full-featured, high performance in-memory join operations idiomatically very similar to relational databases like SQL.

Pandas provides a single function, **merge**, as the entry point for all standard database join operations between DataFrame objects –

pd.merge(left, right, how='inner', on=None, left\_on=None, right\_on=None,

left\_index=False, right\_index=False, sort=True)

Here, we have used the following parameters –

* **left** − A DataFrame object.
* **right** − Another DataFrame object.
* **on** − Columns (names) to join on. Must be found in both the left and right DataFrame objects.
* **left\_on** − Columns from the left DataFrame to use as keys. Can either be column names or arrays with length equal to the length of the DataFrame.
* **right\_on** − Columns from the right DataFrame to use as keys. Can either be column names or arrays with length equal to the length of the DataFrame.
* **left\_index** − If **True,** use the index (row labels) from the left DataFrame as its join key(s). In case of a DataFrame with a MultiIndex (hierarchical), the number of levels must match the number of join keys from the right DataFrame.
* **right\_index** − Same usage as **left\_index** for the right DataFrame.
* **how** − One of 'left', 'right', 'outer', 'inner'. Defaults to inner. Each method has been described below.
* **sort** − Sort the result DataFrame by the join keys in lexicographical order. Defaults to True, setting to False will improve the performance substantially in many cases.

Let us now create two different DataFrames and perform the merging operations on it.

# import the pandas library

import pandas as pd

left = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5']})

right = pd.DataFrame(

{'id':[1,2,3,4,5],

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5']})

print left

print right

### Merge Two DataFrames on a Key

import pandas as pd

left = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5']})

right = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5']})

print pd.merge(left,right,on='id')

### Merge Two DataFrames on Multiple Keys

import pandas as pd

left = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5']})

right = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5']})

print pd.merge(left,right,on=['id','subject\_id'])

### Merge Using 'how' Argument

The **how** argument to merge specifies how to determine which keys are to be included in the resulting table. If a key combination does not appear in either the left or the right tables, the values in the joined table will be NA.

Here is a summary of the **how** options and their SQL equivalent names –

|  |  |  |
| --- | --- | --- |
| **Merge Method** | **SQL Equivalent** | **Description** |
| left | LEFT OUTER JOIN | Use keys from left object |
| right | RIGHT OUTER JOIN | Use keys from right object |
| outer | FULL OUTER JOIN | Use union of keys |
| inner | INNER JOIN | Use intersection of keys |

### Left Join

import pandas as pd

left = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5']})

right = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5']})

print pd.merge(left, right, on='subject\_id', how='left')

### Right Join

import pandas as pd

left = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5']})

right = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5']})

print pd.merge(left, right, on='subject\_id', how='right')

### Outer Join

import pandas as pd

left = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5']})

right = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5']})

print pd.merge(left, right, how='outer', on='subject\_id')

### Inner Join

Joining will be performed on index. Join operation honors the object on which it is called. So, **a.join(b)** is not equal to **b.join(a)**.

import pandas as pd

left = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5']})

right = pd.DataFrame({

'id':[1,2,3,4,5],

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5']})

print pd.merge(left, right, on='subject\_id', how='inner')

# Concatenation

Pandas provides various facilities for easily combining together **Series, DataFrame**, and **Panel** objects.

pd.concat(objs,axis=0,join='outer',join\_axes=None,

ignore\_index=False)

* **objs** − This is a sequence or mapping of Series, DataFrame, or Panel objects.
* **axis** − {0, 1, ...}, default 0. This is the axis to concatenate along.
* **join** − {‘inner’, ‘outer’}, default ‘outer’. How to handle indexes on other axis(es). Outer for union and inner for intersection.
* **ignore\_index** − boolean, default False. If True, do not use the index values on the concatenation axis. The resulting axis will be labeled 0, ..., n - 1.
* **join\_axes** − This is the list of Index objects. Specific indexes to use for the other (n-1) axes instead of performing inner/outer set logic.

### Concatenating Objects

The **concat** function does all of the heavy lifting of performing concatenation operations along an axis. Let us create different objects and do concatenation.

import pandas as pd

one = pd.DataFrame({

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5'],

'Marks\_scored':[98,90,87,69,78]},

index=[1,2,3,4,5])

two = pd.DataFrame({

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5'],

'Marks\_scored':[89,80,79,97,88]},

index=[1,2,3,4,5])

print pd.concat([one,two])

Suppose we wanted to associate specific keys with each of the pieces of the chopped up DataFrame. We can do this by using the **keys** argument –

import pandas as pd

one = pd.DataFrame({

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5'],

'Marks\_scored':[98,90,87,69,78]},

index=[1,2,3,4,5])

two = pd.DataFrame({

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5'],

'Marks\_scored':[89,80,79,97,88]},

index=[1,2,3,4,5])

print pd.concat([one,two],keys=['x','y'])

The index of the resultant is duplicated; each index is repeated.

If the resultant object has to follow its own indexing, set **ignore\_index** to **True**.

import pandas as pd

one = pd.DataFrame({

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5'],

'Marks\_scored':[98,90,87,69,78]},

index=[1,2,3,4,5])

two = pd.DataFrame({

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5'],

'Marks\_scored':[89,80,79,97,88]},

index=[1,2,3,4,5])

print pd.concat([one,two],keys=['x','y'],ignore\_index=True)

Observe, the index changes completely and the Keys are also overridden.

If two objects need to be added along **axis=1**, then the new columns will be appended.

import pandas as pd

one = pd.DataFrame({

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5'],

'Marks\_scored':[98,90,87,69,78]},

index=[1,2,3,4,5])

two = pd.DataFrame({

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5'],

'Marks\_scored':[89,80,79,97,88]},

index=[1,2,3,4,5])

print pd.concat([one,two],axis=1)

### Concatenating Using append

A useful shortcut to concat are the append instance methods on Series and DataFrame. These methods actually predated concat. They concatenate along **axis=0**, namely the index –

import pandas as pd

one = pd.DataFrame({

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5'],

'Marks\_scored':[98,90,87,69,78]},

index=[1,2,3,4,5])

two = pd.DataFrame({

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5'],

'Marks\_scored':[89,80,79,97,88]},

index=[1,2,3,4,5])

print one.append(two)

The **append** function can take multiple objects as well –

import pandas as pd

one = pd.DataFrame({

'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],

'subject\_id':['sub1','sub2','sub4','sub6','sub5'],

'Marks\_scored':[98,90,87,69,78]},

index=[1,2,3,4,5])

two = pd.DataFrame({

'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],

'subject\_id':['sub2','sub4','sub3','sub6','sub5'],

'Marks\_scored':[89,80,79,97,88]},

index=[1,2,3,4,5])

print one.append([two,one,two])

# Sorting

There are two kinds of sorting available in Pandas. They are −

* By label
* By Actual Value

Let us consider an example with an output.

import pandas as pd

import numpy as np

unsorted\_df=pd.DataFrame(np.random.randn(10,2),index=[1,4,6,2,3,5,9,8,0,7],colu

mns=['col2','col1'])

print unsorted\_df

In **unsorted\_df**, the **labels** and the **values** are unsorted. Let us see how these can be sorted.

### By Label

Using the **sort\_index()** method, by passing the axis arguments and the order of sorting, DataFrame can be sorted. By default, sorting is done on row labels in ascending order.

import pandas as pd

import numpy as np

unsorted\_df = pd.DataFrame(np.random.randn(10,2),index=[1,4,6,2,3,5,9,8,0,7],colu

mns = ['col2','col1'])

sorted\_df=unsorted\_df.sort\_index()

print sorted\_df

### Order of Sorting

By passing the Boolean value to ascending parameter, the order of the sorting can be controlled. Let us consider the following example to understand the same.

import pandas as pd

import numpy as np

unsorted\_df = pd.DataFrame(np.random.randn(10,2),index=[1,4,6,2,3,5,9,8,0,7],colu

mns = ['col2','col1'])

sorted\_df = unsorted\_df.sort\_index(ascending=False)

print sorted\_df

### Sort the Columns

By passing the axis argument with a value 0 or 1, the sorting can be done on the column labels. By default, axis=0, sort by row. Let us consider the following example to understand the same.

import pandas as pd

import numpy as np

unsorted\_df = pd.DataFrame(np.random.randn(10,2),index=[1,4,6,2,3,5,9,8,0,7],colu

mns = ['col2','col1'])

sorted\_df=unsorted\_df.sort\_index(axis=1)

print sorted\_df

### By Value

Like index sorting, **sort\_values()** is the method for sorting by values. It accepts a 'by' argument which will use the column name of the DataFrame with which the values are to be sorted.

import pandas as pd

import numpy as np

unsorted\_df = pd.DataFrame({'col1':[2,1,1,1],'col2':[1,3,2,4]})

sorted\_df = unsorted\_df.sort\_values(by='col1')

print sorted\_df

Observe, col1 values are sorted and the respective col2 value and row index will alter along with col1. Thus, they look unsorted.

**'by'** argument takes a list of column values.

import pandas as pd

import numpy as np

unsorted\_df = pd.DataFrame({'col1':[2,1,1,1],'col2':[1,3,2,4]})

sorted\_df = unsorted\_df.sort\_values(by=['col1','col2'])

print sorted\_df

## Sorting Algorithm

**sort\_values()** provides a provision to choose the algorithm from mergesort, heapsort and quicksort. Mergesort is the only stable algorithm.

import pandas as pd

import numpy as np

unsorted\_df = pd.DataFrame({'col1':[2,1,1,1],'col2':[1,3,2,4]})

sorted\_df = unsorted\_df.sort\_values(by='col1' ,kind='mergesort')

print sorted\_df

## Working with Text Data

Pandas provides a set of string functions which make it easy to operate on string data. Most importantly, these functions ignore (or exclude) missing/NaN values.

Let us now see how each operation performs.

|  |  |
| --- | --- |
| **Sr.No** | **Function & Description** |
| 1 | **lower()**  Converts strings in the Series/Index to lower case. |
| 2 | **upper()**  Converts strings in the Series/Index to upper case. |
| 3 | **len()**  Computes String length(). |
| 4 | **strip()**  Helps strip whitespace(including newline) from each string in the Series/index from both the sides. |
| 5 | **split(' ')**  Splits each string with the given pattern. |
| 6 | **cat(sep=' ')**  Concatenates the series/index elements with given separator. |
| 7 | **get\_dummies()**  Returns the DataFrame with One-Hot Encoded values. |
| 8 | **contains(pattern)**  Returns a Boolean value True for each element if the substring contains in the element, else False. |
| 9 | **replace(a,b)**  Replaces the value **a** with the value **b**. |
| 10 | **repeat(value)**  Repeats each element with specified number of times. |
| 11 | **count(pattern)**  Returns count of appearance of pattern in each element. |
| 12 | **startswith(pattern)**  Returns true if the element in the Series/Index starts with the pattern. |
| 13 | **endswith(pattern)**  Returns true if the element in the Series/Index ends with the pattern. |
| 14 | **find(pattern)**  Returns the first position of the first occurrence of the pattern. |
| 15 | **findall(pattern)**  Returns a list of all occurrence of the pattern. |
| 16 | **swapcase**  Swaps the case lower/upper. |
| 17 | **islower()**  Checks whether all characters in each string in the Series/Index in lower case or not. Returns Boolean |
| 18 | **isupper()**  Checks whether all characters in each string in the Series/Index in upper case or not. Returns Boolean. |
| 19 | **isnumeric()**  Checks whether all characters in each string in the Series/Index are numeric. Returns Boolean. |

Let us now create a Series and see how all the above functions work.

import pandas as pd

import numpy as np

s = pd.Series(['Tom', 'William Rick', 'John', 'Alber@t', np.nan, '1234','SteveSmith'])

print s

### lower()

import pandas as pd

import numpy as np

s = pd.Series(['Tom', 'William Rick', 'John', 'Alber@t', np.nan, '1234','SteveSmith'])

print s.str.lower()

### upper()

import pandas as pd

import numpy as np

s = pd.Series(['Tom', 'William Rick', 'John', 'Alber@t', np.nan, '1234','SteveSmith'])

print s.str.upper()

### len()

import pandas as pd

import numpy as np

s = pd.Series(['Tom', 'William Rick', 'John', 'Alber@t', np.nan, '1234','SteveSmith'])

print s.str.len()

### strip()

import pandas as pd

import numpy as np

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print s

print ("After Stripping:")

print s.str.strip()

### split(pattern)

import pandas as pd

import numpy as np

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print s

print ("Split Pattern:")

print s.str.split(' ')

### cat(sep=pattern)

import pandas as pd

import numpy as np

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print s.str.cat(sep='\_')

### contains ()

import pandas as pd

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print s.str.contains(' ')

### replace(a,b)

import pandas as pd

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print s

print ("After replacing @ with $:")

print s.str.replace('@','$')

### repeat(value)

import pandas as pd

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print s.str.repeat(2)

### count(pattern)

import pandas as pd

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print ("The number of 'm's in each string:")

print s.str.count('m')

### startswith(pattern)

import pandas as pd

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print ("Strings that start with 'T':")

print s.str. startswith ('T')

### endswith(pattern)

import pandas as pd

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print ("Strings that end with 't':")

print s.str.endswith('t')

### find(pattern)

import pandas as pd

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print s.str.find('e')

### findall(pattern)

import pandas as pd

s = pd.Series(['Tom ', ' William Rick', 'John', 'Alber@t'])

print s.str.findall('e')

Null list([ ]) indicates that there is no such pattern available in the element.

### swapcase()

import pandas as pd

s = pd.Series(['Tom', 'William Rick', 'John', 'Alber@t'])

print s.str.swapcase()

### islower()

import pandas as pd

s = pd.Series(['Tom', 'William Rick', 'John', 'Alber@t'])

print s.str.islower()

### isupper()

import pandas as pd

s = pd.Series(['Tom', 'William Rick', 'John', 'Alber@t'])

print s.str.isupper()

### isnumeric()

import pandas as pd

s = pd.Series(['Tom', 'William Rick', 'John', 'Alber@t'])

print s.str.isnumeric()

**MODULE4:**

**DATA VIS. USING MATPLOTLIB**

**Matplotlib** is a Python library which is defined as a multi-platform data visualization library built on Numpy array. It can be used in python scripts, shell, web application, and other graphical user interface toolkit.

The **John D. Hunter** originally conceived the matplotlib in **2002**. It has an active development community and is distributed under a **BSD-style license**. Its first version was released in 2003, and the latest **version 3.1.1** is released on **1 July 2019**.

![Matplotlib Data Visualization](data:image/png;base64,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)
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* Visualize: We analyze the raw data, which means it makes complex data more accessible, understandable, and more usable. Tabular data representation is used where the user will look up a specific measurement, while the chart of several types is used to show patterns or relationships in the data for one or more variables.
* Analysis: Data analysis is defined as cleaning, inspecting, transforming, and modeling data to derive useful information. Whenever we make a decision for the business or in daily life, is by past experience. What will happen to choose a particular decision, it is nothing but analyzing our past. That may be affected in the future, so the proper analysis is necessary for better decisions for any business or organization.
* Document Insight: Document insight is the process where the useful data or information is organized in the document in the standard format.
* Transform Data Set: Standard data is used to make the decision more effectively.

### Why need data visualization?

Data visualization can perform below tasks:

* It identifies areas that need improvement and attention.
* It clarifies the factors.
* It helps to understand which product to place where.
* Predict sales volumes.

### Benefit of Data Visualization

Here are some benefits of the data visualization, which helps to make an effective decision for the organizations or business:

**1. Building ways of absorbing information**

Data visualization allows users to receive vast amounts of information regarding operational and business conditions. It helps decision-makers to see the relationship between multi-dimensional data sets. It offers new ways to analyses data through the use of maps, fever charts, and other rich graphical representations.

Visual data discovery is more likely to find the information that the organization needs and then end up with being more productive than other competitive companies.

**2. Visualize relationship and patterns in Businesses**

The crucial advantage of data visualization is that it is essential to find the correlation between operating conditions and business performance in today's highly competitive business environment.

The ability to make these types of correlations enables the executives to identify the root cause of the problem and act quickly to resolve it.

Suppose a food company is looking their monthly customer data, and the data is presented with bar charts, which shows that the company's score has dropped by five points in the previous months in that particular region; the data suggest that there's a problem with customer satisfaction in this area.

**3. Take action on the emerging trends faster**

Data visualization allows the decision-maker to grasp shifts in customer behavior and market conditions across multiple data sets more efficiently.

Having an idea about the customer's sentiments and other data discloses an emerging opportunity for the company to act on new business opportunities ahead of their competitor.

**4. Geological based Visualization**

Geo-spatial visualization is occurred due to many websites providing web-services, attracting visitor's interest. These types of websites are required to take benefit of location-specific information, which is already present in the customer details.

### Installing Matplotlib

pip install matplotlib

# Functions used for different plots

The following methods are used to draw diffrent types of graphs in matplot library

### 

### Working with Pyplot

The matplotlib.pyplot is the collection command style functions that make matplotlib feel like working with MATLAB. The pyplot functions are used to make some changes to figure such as create a figure, creates a plotting area in a figure, plots some lines in a plotting area, decorates the plot including labels, etc.

It is good to use when we want to plot something quickly without instantiating any figure or Axes.

While working with matplotlib.pyplot, some states are stored across function calls so that it keeps track of the things like current figure and plotting area, and these plotting functions are directed to the current axes.

The pyplot module provide the plot() function which is frequently use to plot a graph. Let's have a look on the simple example:

We can pass the arbitrary number of arguments to the plot(). For example, to plot x versus y, we can do this following way:

from matplotlib import pyplot as plt

plt.plot([1,2,3,4,5],[1,4,9,16,25])

plt.ylabel("y axis")

plt.xlabel('x axis')

plt.show()

**Formatting the style of the plot**

There is an optional third argument, which is a format string that indicates the color and line type of the plot. The default format string is '**b-**'which is the solid blue as you can observe in the above plotted graph. Let's consider the following example where we plot the graph with the red circle.

from matplotlib import pyplot as plt

plt.plot([1, 2, 3, 4,5], [1, 4, 9, 16,25], 'ro')

plt.axis([0, 6, 0, 20])

plt.show()

**Example format String**

|  |  |
| --- | --- |
| **'b'** | Using for the blue marker with default shape. |
| **'ro'** | Red circle |
| **'-g'** | Green solid line |
| **'--'** | A dashed line with the default color |
| **'^k:'** | Black triangle up markers connected by a dotted line |

The matplotlib supports the following color abbreviation:

|  |  |  |  |
| --- | --- | --- | --- |
| **Character** | | **Color** | |
| **'b' Blue** |  | |
| **'g'** | Green | |
| **'r'** | Red | |
| **'c'** | Cyan | |
| **'m'** | Magenta | |
| **'y'** | Yellow | |
| **'k'** | Black | |
| **'w'** | White | |

**Plotting with categorical variables**

Matplotlib allows us to pass categorical variables directly to many plotting functions: consider the following example

from matplotlib import pyplot

names = ['Abhishek', 'Himanshu', 'Devansh']

marks= [87,50,98]

plt.figure(figsize=(9,3))

plt.subplot(131)

plt.bar(names, marks)

plt.subplot(132)

plt.scatter(names, marks)

plt.subplot(133)

plt.plot(names, marks)

plt.suptitle('Categorical Plotting')

plt.show()

**What is subplot()**

The subplots() function takes three arguments that describes the layout of the figure.

The layout is organized in rows and columns, which are represented by the first and second argument.

The third argument represents the index of the current plot.

plt.subplot(1, 2, 1)  
#the figure has 1 row, 2 columns, and this plot is the first plot.

plt.subplot(1, 2, 2)  
#the figure has 1 row, 2 columns, and this plot is the second plot.

So, if we want a figure with 2 rows an 1 column (meaning that the two plots will be displayed on top of each other instead of side-by-side), we can write the syntax like this:

### Example#1

Draw 2 plots on top of each other:

import matplotlib.pyplot as plt  
import numpy as np  
  
#plot 1:  
x = np.array([0, 1, 2, 3])  
y = np.array([3, 8, 1, 10])  
  
plt.subplot(2, 1, 1)  
plt.plot(x,y)  
  
#plot 2:  
x = np.array([0, 1, 2, 3])  
y = np.array([10, 20, 30, 40])  
  
plt.subplot(2, 1, 2)  
plt.plot(x,y)  
  
plt.show()

### Example#2: Draw 6 plots:

import matplotlib.pyplot as plt  
import numpy as np  
  
x = np.array([0, 1, 2, 3])  
y = np.array([3, 8, 1, 10])  
  
plt.subplot(2, 3, 1)  
plt.plot(x,y)  
  
x = np.array([0, 1, 2, 3])  
y = np.array([10, 20, 30, 40])  
  
plt.subplot(2, 3, 2)  
plt.plot(x,y)  
  
x = np.array([0, 1, 2, 3])  
y = np.array([3, 8, 1, 10])  
  
plt.subplot(2, 3, 3)  
plt.plot(x,y)  
  
x = np.array([0, 1, 2, 3])  
y = np.array([10, 20, 30, 40])  
  
plt.subplot(2, 3, 4)  
plt.plot(x,y)  
  
x = np.array([0, 1, 2, 3])  
y = np.array([3, 8, 1, 10])  
  
plt.subplot(2, 3, 5)  
plt.plot(x,y)  
  
x = np.array([0, 1, 2, 3])  
y = np.array([10, 20, 30, 40])  
  
plt.subplot(2, 3, 6)  
plt.plot(x,y)  
  
plt.show()

## Adding Title to Each Plot

You can add a title to each plot with the title() function:

### Example#3: 2 plots, with titles:

import matplotlib.pyplot as plt  
import numpy as np  
  
#plot 1:  
x = np.array([0, 1, 2, 3])  
y = np.array([3, 8, 1, 10])  
  
plt.subplot(1, 2, 1)  
plt.plot(x,y)  
plt.title("SALES")  
  
#plot 2:  
x = np.array([0, 1, 2, 3])  
y = np.array([10, 20, 30, 40])  
  
plt.subplot(1, 2, 2)  
plt.plot(x,y)  
plt.title("INCOME")  
plt.show()

## Super Title

You can add a title to the entire figure with the suptitle() function:

### Example#4: Add a title for the entire figure:

import matplotlib.pyplot as plt  
import numpy as np  
  
#plot 1:  
x = np.array([0, 1, 2, 3])  
y = np.array([3, 8, 1, 10])  
  
plt.subplot(1, 2, 1)  
plt.plot(x,y)  
plt.title("SALES")  
  
#plot 2:  
x = np.array([0, 1, 2, 3])  
y = np.array([10, 20, 30, 40])  
  
plt.subplot(1, 2, 2)  
plt.plot(x,y)  
plt.title("INCOME")  
  
plt.suptitle("MY SHOP")  
plt.show()

**Creating different types of graphs**

### 1. Line graph

The line graph is one of charts which shows information as a series of the line. The graph is plotted by the plot() function. The line graph is simple to plot; let's consider the following example:

from matplotlib import pyplot as plt

x = [4,8,9]

y = [10,12,15]

plt.plot(x,y)

plt.title("Line graph")

plt.ylabel('Y axis')

plt.xlabel('X axis')

plt.show()

We can customize the graph by importing the style module. The style module will be built into a matplotlib installation. It contains the various functions to make the plot more attractive. In the below program, we are using the style module:

from matplotlib import pyplot as plt

from matplotlib import style

style.use('ggplot')

x = [16, 8, 10]

y = [8, 16, 6]

x2 = [8, 15, 11]

y2 = [6, 15, 7]

plt.plot(x, y, 'r', label='line one', linewidth=5)

plt.plot(x2, y2, 'm', label='line two', linewidth=5)

plt.title('Epic Info')

fig = plt.figure()

plt.ylabel('Y axis')

plt.xlabel('X axis')

plt.legend()

plt.grid(True, color='k')

plt.show()

In Matplotlib, the figure (an instance of class plt.Figure) can be supposed of as a single container that consists of all the objects denoting axes, graphics, text, and labels.

### Example-3

import numpy as np

import matplotlib.pyplot as plt

fig = plt.figure()

ax = plt.axes()

x = np.linspace(0, 10, 1000)

ax.plot(x, np.sin(x))

The matplotlib provides the **fill\_between()** function which is used to fill area around the lines based on the user defined logic.

### Example-4

import numpy as np

import matplotlib.pyplot as plt

fig = plt.figure()

ax = plt.axes()

x = np.linspace(0, 10, 1000)

ax.plot(x, np.sin(x))

import matplotlib.pyplot as plt

import numpy as np

x = np.arange(0.0, 2, 0.01)

y1 = np.sin(2 \* np.pi \* x)

y2 = 1.2 \* np.sin(4 \* np.pi \* x)

fig, ax = plt.subplots(1, sharex=True)

ax.plot(x, y1, x, y2, color='black')

ax.fill\_between(x, y1, y2, where=y2 >= y1, facecolor='blue', interpolate=True)

ax.fill\_between(x, y1, y2, where=y2 <= y1, facecolor='red', interpolate=True)

ax.set\_title('fill between where')

**2. Bar graphs**

Bar graphs are one of the most common types of graphs and are used to show data associated with the categorical variables. Matplotlib provides a **bar()** to make bar graphs which accepts arguments such as: categorical variables, their value and color.

from matplotlib import pyplot as plt

players = ['Virat','Rohit','Shikhar','Hardik']

runs = [51,87,45,67]

plt.bar(players,runs,color = 'green')

plt.title('Score Card')

plt.xlabel('Players')

plt.ylabel('Runs')

plt.show()

Another function **barh()** is used to make horizontal bar graphs.

from matplotlib import pyplot as plt

players = ['Virat','Rohit','Shikhar','Hardik']

runs = [51,87,45,67]

plt.barh(players,runs, color = 'green')

plt.title('Score Card')

plt.xlabel('Players')

plt.ylabel('Runs')

plt.show()

Let's have a look on the other example using the **style()** function:

from matplotlib import pyplot as plt

from matplotlib import style

style.use('ggplot')

x = [5,8,10]

y = [12,16,6]

x2 = [6,9,11]

y2 = [7,15,7]

plt.bar(x, y, color = 'y', align='center')

plt.bar(x2, y2, color='c', align='center')

plt.title('Information')

plt.ylabel('Y axis')

plt.xlabel('X axis')

Similarly to vertical stack, the bar graph together by using the bottom argument and define the bar graph, which we want to stack below and its value.

from matplotlib import pyplot as plt

import numpy as np

countries = ['USA', 'India', 'China', 'Russia', 'Germany']

bronzes = np.array([38, 17, 26, 19, 15])

silvers = np.array([37, 23, 18, 18, 10])

golds = np.array([46, 27, 26, 19, 17])

ind = [x for x, \_ in enumerate(countries)]

plt.bar(ind, golds, width=0.5, label='golds', color='gold', bottom=silvers+bronzes)

plt.bar(ind, silvers, width=0.5, label='silvers', color='silver', bottom=bronzes)

plt.bar(ind, bronzes, width=0.5, label='bronzes', color='#CD853F')

plt.xticks(ind, countries)

plt.ylabel("Medals")

plt.xlabel("Countries")

plt.legend(loc="upper right")

plt.title("2019 Olympics Top Scorers")

### Enumerate() method adds a counter to an iterable and returns it in a form of enumerating object. This enumerated object can then be used directly for loops or converted into a list of tuples using the list() method.

### 3. Pie Chart

A pie chart is a circular graph that is broken down in the segment or slices of pie. It is generally used to represent the percentage or proportional data where each slice of pie represents a particular category. Let's have a look at the below example:

from matplotlib import pyplot as plt

# Pie chart, where the slices will be ordered and plotted counter-clockwise:

Players = 'Rohit', 'Virat', 'Shikhar', 'Yuvraj'

Runs = [45, 30, 15, 10]

explode = (0.1, 0, 0, 0)  # it "explode" the 1st slice

fig1, ax1 = plt.subplots()

ax1.pie(Runs, explode=explode, labels=Players, autopct='%1.1f%%',

        shadow=True, startangle=90)

ax1.axis('equal')  # Equal aspect ratio ensures that pie is drawn as a circle.

plt.show()

### 4. Histogram

First, we need to understand the difference between the bar graph and histogram. A histogram is used for the distribution, whereas a bar chart is used to compare different entities. A histogram is a type of bar plot that shows the frequency of a number of values compared to a set of values ranges.

**For example** we take the data of the different age group of the people and plot a histogram with respect to the bin. Now, bin represents the range of values that are divided into series of intervals. Bins are generally created of the same size.

from matplotlib import pyplot as plt

from matplotlib import pyplot as plt

population\_age = [21,53,60,49,25,27,30,42,40,1,2,102,95,8,15,105,70,65,55,70,75,60,52,44,43,42,45]

bins = [0,10,20,30,40,50,60,70,80,90,100]

plt.hist(population\_age, bins, histtype='bar', rwidth=0.8)

plt.xlabel('age groups')

plt.ylabel('Number of people')

plt.title('Histogram')

plt.show()

Let's consider the another example of plotting histogram:

from matplotlib import pyplot as plt

# Importing Numpy Library

import numpy as np

plt.style.use('fivethirtyeight')

mu = 50

sigma = 7

x = np.random.normal(mu, sigma, size=200)

fig, ax = plt.subplots()

ax.hist(x, 20)

ax.set\_title('Historgram')

ax.set\_xlabel('bin range')

ax.set\_ylabel('frequency')

fig.tight\_layout()

plt.show()

### 5. Scatter plot

The scatter plots are mostly used for comparing variables when we need to define how much one variable is affected by another variable. The data is displayed as a collection of points. Each point has the value of one variable, which defines the position on the horizontal axes, and the value of other variable represents the position on the vertical axis.

Let's consider the following simple example:

**Example-1:**

from matplotlib import pyplot as plt

from matplotlib import style

style.use('ggplot')

x = [5,7,10]

y = [18,10,6]

x2 = [6,9,11]

y2 = [7,14,17]

plt.scatter(x, y)

plt.scatter(x2, y2, color='g')

plt.title('Epic Info')

plt.ylabel('Y axis')

plt.xlabel('X axis')

plt.show()

**Example-2**

import matplotlib.pyplot as plt

x = [2, 2.5, 3, 3.5, 4.5, 4.7, 5.0]

y = [7.5, 8, 8.5, 9, 9.5, 10, 10.5]

x1 = [9, 8.5, 9, 9.5, 10, 10.5, 12]

y1 = [3, 3.5, 4.7, 4, 4.5, 5, 5.2]

plt.scatter(x, y, label='high income low saving', color='g')

plt.scatter(x1, y1, label='low income high savings', color='r')

plt.xlabel('saving\*100')

plt.ylabel('income\*1000')

plt.title('Scatter Plot')

plt.legend()

plt.show()

### 6. 3D graph plot

Matplotlib was initially developed with only two-dimension plot. Its 1.0 release was built with some of three-dimensional plotting utilities on top of two-dimension display, and the result is a convenient set of tools for 3D data visualization.

Three-dimension plots can be created by importing the **mplot3d** toolkit, include with the main Matplotlib installation:

from mpl\_toolkits import mplot3d

When this module is imported in the program, three-dimension axes can be created by passing the keyword **projection='3d'** to any of the normal axes creation routines:

Let's see the simple 3D plot

**Example-1:**

from mpltoolkits import mplot3d

import numpy as np

import matplotlib.pyplot as plt

fig = plt.figure()

ax = plt.axes(projection='3d')\_

**Example-2:**

from mpl\_toolkits import mplot3d

import numpy as np

import matplotlib.pyplot as plt

height = np.array([100,110,87,85,65,80,96,75,42,59,54,63,95,71,86])

weight = np.array([105,123,84,85,78,95,69,42,87,91,63,83,75,41,80])

plt.scatter(height,weight)

fig = plt.figure()

ax = plt.axes(projection='3d')

# This is used to plot 3D scatter

ax.scatter3D(height,weight)

plt.title("3D Scatter Plot")

plt.xlabel("Height")

plt.ylabel("Weight")

plt.title("3D Scatter Plot")

plt.xlabel("Height")

plt.ylabel("Weight")

plt.show()

**Example-3**

import matplotlib as mpl

from mpl\_toolkits.mplot3d import Axes3D

import numpy as np

import matplotlib.pyplot as plt

mpl.rcParams['legend.fontsize'] = 10

fig = plt.figure()

ax = fig.gca(projection='3d')

theta1 = np.linspace(-4 \* np.pi, 4 \* np.pi, 100)

z = np.linspace(-2, 2, 100)

r = z\*\*2 + 1

x = r \* np.sin(theta1)

y = r \* np.cos(theta1)

ax.plot3D(x, y, z, label='parametric curve', color = 'red')

ax.legend()

plt.show()

## Important functions of Matplotlib

|  |  |
| --- | --- |
| **Functions** | **Description** |
| plot(x-axis value, y-axis-values) | It is used to plot a simple line graph with x-axis  value against the y-axis values. show().  It is used to display the graph. |
| title("string") | It is used to set the title of the plotted graph as  specified by the string. |
| xlabel("string") | It is used to set the label for the x-axis as specified  by the string. |
| ylabel("string") | It is used to set the label for y-axis as specified  by the string. |
| figure() | It is used to control a figure level attributes. |
| subplots(nrows,ncol,index) | It is used to add a subplot to recent figure. |
| subtitle("string") | It adds a common title to the plotted graph specified  by the string. |
| subplots(nrows,ncols,figsize) | It provides the simple way to create subplot, in a  single call and returns a tuple of a figure and  number of axes. |
| set\_title("string") | It is an axes level method which is used to set the  title of the subplots. |
| bar(categorical variables, values, color) | It is used to create a vertical bar graph. |
| barh(categorical variables, values, color) | It is used to create horizontal bar graphs. |
| legend(loc) | It is used to make a legend of the graph. |
| xtricks(index, categorical variables) | It is used to set or get the current tick locations  labels of the x-axis. |
| pie(value, categorical variables) | It is used to create a pie chart. |
| hist(value, number of bins) | It is used to create a histogram. |
| xlim(start value, end value) | It is used to set the limit of values of the x-axis. |
| ylim(start value, end value) | It is used to set the limit of values of the y-axis. |
| scatter(x-axis values, y-axis values) | It is used to plots a scatter plot with x-axis value  against the y-axis values. |
| axes() | It is used to add axes to the recent figure. |
| set\_xlabel("string") | It is an axes level method which is used to set the  x-label of the plot specified as a string. |
| set\_ylabel("string") | It is used to set the y-label of the plot specified as  a string. |
| scatter3D(x-axis values, y-axis values) | It is used to plot a three-dimension scatter plot with  x- axis value against the y-axis. |
| plot3D(x-axis values, y-axis values) | It is used to plots a three-dimension line graph with  x- axis values against y-axis values. |